1) What is MongoDB?

MongoDB is a open-source document database.

MongoDB is NoSQL database.

MongoDB is written in C++.

MongoDB is widely used these days in huge applications.

2) Advantages of using MongoDB >

MongoDB provides very **high performance** because it allows very quick access to data because it uses internal memory for storing the working set.

MongoDB is easy **scalable**.

MongoDb is **tunable**.

MongoDb is easily available.

MongoDb can be used as a **Data Hub**.

MongoDb  allows easy **indexing**

MongoDb allows **Auto-sharding**.

MongoDb can be used to store huge data.

MongoDb can be used for **user Data Management.**

3) What are **difference** in terminology in **MongoDB and RDBMS** >

|  |  |
| --- | --- |
| **MongoDB** | **RDBMS** |
| database | database |
| Collection | Table |
| Document (or BSON document) | Row |
| Field (each document can have **different fields**) | Column (each rows **cannot** have **different columns**) |
| Embedded documents | Join in table |
| **\_id** is the default Primary Key (which is generated automatically whenever document is inserted) | Primary Key |
| aggregation (e.g. group by) | aggregation pipeline |

2) **Terminology** which are same in **MongoDB and RDBMS** >

|  |  |
| --- | --- |
| **MongoDB** | **RDBMS** |
| database | database |
| index | index |

3) **Executables** name in MongoDb vs RDBMS >

|  |  |  |  |
| --- | --- | --- | --- |
|  | **MongoDB** | MySQL | Oracle |
| Database **Server** | **mongod** | mysqld | oracle |
| Database **Client** | **mongo** | mysql | sqlplus |

4) What is **Database** in MongoDB?

One MongoDB server can have multiple databases.

Each database has its own collections.

5) What are **collection** in MongoDB?

Collection in MongoDB is **same as table in RDBMS.**

Each collection has its own documents.

6) What is **Document** in MongoDb?

Document in MongoDB is **same as row in RDBMS.**

Document is set of key-value pairs in collection in MongoDB.

Each document have its own fields.

See below example of documents.

7) What is **field** in MongoDb?

Field in MongoDB is **same as column in RDBMS.**

Each document have its own fields.

Important and really interesting thing to note about document in collection is that **each document can have different fields**.

In RDBMS each table has its own rows but rows cannot have different columns.  
See below example of fields.

**8) Example** of collection, document and fields>

|  |
| --- |
| > **db.employeeTable.insert({id : 1,  firstName:"ankit"})**  > **db.employeeTable.insert({id : 2})** |

Above line will create table (or collection) (if table already exists it will insert documents in it).

|  |
| --- |
| > db.employeeTable.find(); |

Now, query **collection**.

Output >
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Important and really interesting thing to note about documents in collection is that **each document have different fields**.

Field \_id which primary key inserted automatically.

* Document 1 has three fields.
* Document 2 has two fields.

**SUMMARY>**

So in this mongoDB tutorial we learned

Important **difference** in terminology in **MongoDB and RDBMS** >

|  |  |
| --- | --- |
| **MongoDB** | **RDBMS** |
| Collection | Table |
| Document | Row |
| Field | Column |
| **\_id** is Primary Key | Primary Key |

1) Create new database in mongoDB>

Once you are connected to mongoDB

|  |
| --- |
| MongoDB shell version: 3.0.6  connecting to: test     (Now, you are CONNECTED)  > **use mydb**  **switched to db mydb**  > |

We created **new database(if not exists)** in mongoDB named **mydb**

2) See list of all databases in MongoDb>

|  |
| --- |
| > **show dbs**  admin   0.078GB  local   0.078GB  **mydb**    0.078GB  testdb  0.078GB  yourdb  0.078GB  > |

You can see **mydb** which you have created.

3) You can switch any of above db by using command in MongoDb>

**use testdb;**    It will switch to testdb.

|  |
| --- |
| > **use testdb;**  switched to db testdb  > |

**SUMMARY>**

So in this mongoDB tutorial we learned how to

1) Create new database in mongoDB>

**use mydb**

2) See list of all databases in MongoDb>

|  |
| --- |
| **show dbs** |

3) You can switch any of above db by using command in MongoDb>

**use testdb;**    It will switch to testdb.

### CRUD operations in MongoDB

CRUD STANDS FOR >

C (CREATE),   
R (READ),

U (UPDATE),

D (DELETE)

**1) C (CREATE) in MongoDb >**

### 1.1) Create new database in mongoDB

|  |
| --- |
| > **use mydb**  **switched to db mydb**  > |

We created **new database(if not exists)** in mongoDB named **mydb**

### 1.2) Create new collection(table) in mongoDB

Use createCollection() method to create collection in mongoDB>

|  |
| --- |
| > db.createCollection("employee")  { "ok" : 1 }  > |

Create new collection in different database in mongoDB>

|  |
| --- |
| > use testdb;  switched to db testdb  > db.createCollection("employee")  { "ok" : 1 }  > |

First we switched to testdb, and then created collection in it.

**2) R (READ) in MongoDb >**

**2.1) Query** (read/ display/ find/ search/ select) **document** (record/row) in collection (table) in mongoDB >

We will use **find** method of mongoDB.

Let's create new collection and insert document in it **before finding** >

|  |
| --- |
| > **db.employee.insert({\_id : 1,  firstName:"ankit"})**  > **db.employee.insert({\_id : 2,  firstName:"ankit", salary : 1000 })**  > **db.employee.insert({\_id : 3,  firstName:"sam", salary : 2000 })**  > **db.employee.insert({\_id : 4,  firstName:"neh", salary : 3000 })** |

First line above will create table (or collection) (if table already exists it will insert documents in it).

FIND Example > Query **all documents** of collection using find() method>

|  |
| --- |
| > **db.employee.find()** |

Output>

|  |
| --- |
| { "\_id" : 1, "firstName" : "ankit" }  { "\_id" : 2, "firstName" : "ankit", "salary" : 1000 }  { "\_id" : 3, "firstName" : "sam", "salary" : 2000 }  { "\_id" : 4, "firstName" : "neh", "salary" : 3000 } |

4 documents were found.

**2.2) Display documents of collection in formatted manner.**

First, Let's create new collection and insert document in it >

|  |
| --- |
| > **db.employee.insert({\_id : 1,  firstName:"ankit"})**  > **db.employee.insert({\_id : 2,  firstName:"ankit", salary : 1000 })**  > **db.employee.insert({\_id : 3,  firstName:"sam", salary : 2000 })**  > **db.employee.insert({\_id : 4,  firstName:"neh", salary : 3000 })** |

First line above will create table (or collection) (if table already exists it will insert documents in it).

FIND Example > Query **all document** of collection using find().pretty() method>

|  |
| --- |
| > **db.employee.find().pretty()** |

2.3) How to **Limit number of documents fetched** in MongoDB

1) FIND Example > Display only **first 2 documents** ofcollection in MongoDB >

We will use find() and **limit()** method>

|  |
| --- |
| > **db.employee.find().limit(2)** |

FIND Example > Skip first document and display rest of **documents** ofcollection in MongoDB >

We will use find() and **skip()** method >

|  |
| --- |
| > **db.employee.find().skip(1)** |

FIND Example > Display only 2nd and 3rd document ofcollection in MongoDB>

We will use find(), **limit()** and **skip()** method >

|  |
| --- |
| > **db.employee.find().skip(1).limit(2)** |

FIND Example > Display only 2 documents ofcollection in MongoDB **where salary >= 1000** >

|  |
| --- |
| > **db.employee.find( {** salary : {**$gte** : 1000} **}).limit(2)** |

The **$gte** operator is used to select documents where the value of the specified field is greater than or equal to a specified value.

**3) U (UPDATE) in MongoDb >**

3.1) Before **updating** let’s create and query collection in MongoDB

Let's create collection and insert documents in it **before update** >

|  |
| --- |
| > db.employee.insert({id : 1,  firstName:"ankit"})  > db.employee.insert({id : 2,  firstName:"sam"}) |

First line above will create table (or collection) (if table already exists it will insert documents in it).

Let's query/see what is there in collection **before update** >

|  |
| --- |
| > db.employee.find();  { "\_id" : ObjectId("584ebed11127dea5ece72742"), "id" : 1, **"firstName" : "ankit"** }  { "\_id" : ObjectId("584ebee21127dea5ece72743"), "id" : 2, "firstName" : "sam" } |

3.2) UPDATE **Example1** in MongoDB >

Let’s **UPDATE** firstname where id=1 >

We will use update method of mongoDB

|  |
| --- |
| **> db.employee.update({\_id:1},**{$set:{firstName:"ankit\_UPDATED"}}**)** |

Use the $set operator to replace the value of a field with the specified value.

Now let's display documents of collection **after update** >

|  |
| --- |
| > db.employee.find();  { "\_id" : ObjectId("584ebed11127dea5ece72742"), "id" : 1, **"firstName" : "ankit\_UPDATED"** }  { "\_id" : ObjectId("584ebee21127dea5ece72743"), "id" : 2, "firstName" : "sam" } |

3.3) UPDATE **Example2** in MongoDB >

Let’s **UPDATE** id where firstName= "sam" >

|  |
| --- |
| **> db.employee.update({firstName:"sam"},**{$set:{id:22}}**)** |

Now, let's display documents of collection **after update** >

|  |
| --- |
| > db.employee.find();  { "\_id" : ObjectId("584ebed11127dea5ece72742"), "id" : 1, "firstName" : "ankit\_UPDATED" }  { "\_id" : ObjectId("584ebee21127dea5ece72743"), **"id" : 22**, "firstName" : "sam" } |

**4) D (DELETE) in MongoDb >**

4.1) Before **deleting** let’s create and query collection in MongoDB

Let's create collection and insert documents in it **before delete** >

|  |
| --- |
| > **db.employee.insert({id : 1,  firstName:"ankit"})**  > **db.employee.insert({id : 2,  firstName:"sam"})** |

First line above will create table (or collection) (if table already exists it will insert documents in it).

Let's query/see what is there in collection **before delete** >

|  |
| --- |
| > db.employee.find();  { "\_id" : ObjectId("584ebed11127dea5ece72742"), "id" : 1, **"firstName" : "ankit"** }  { "\_id" : ObjectId("584ebee21127dea5ece72743"), "id" : 2, "firstName" : "sam" } |

4.2) DELETE **Example1** in MongoDB >

Let’s **DELETE** document where id=1 >

We will use **remove** method of mongoDB.

|  |
| --- |
| **> db.employee.remove({\_id:1})** |

WriteResult object that tells us if the operation was successful or not.

Now, let's display documents of collection **after delete**>

|  |
| --- |
| > db.employee.find();  { "\_id" : ObjectId("584ebee21127dea5ece72743"), "id" : 2, "firstName" : "sam" }  > |

Only 1 document found in collection.

4.3) DELETE **Example2** in MongoDB >

Let’s **DELETE** document where firstName= "sam" >

|  |
| --- |
| **> db.employee.remove({firstName:"sam"})** |

Now, let's display documents of collection after **delete**>

|  |
| --- |
| > db.employee.find(); |

No document found in collection.

4.4) How to **Delete all documents from employee** collection in MongoDB>

|  |
| --- |
| > db.employee.**remove**({}); |

Let's query/see collection **after deleting all documents** >

|  |
| --- |
| > db.employee.find(); |

No, document was found.

**SUMMARY>**

So in this mongoDB tutorial we learned how to perform **CRUD operations in MongoDB** in MongoDb.

Use db.employee.drop() to drop collection in MongoDb.

**1) Query** (read/ display/ find/ search/ select) **document** (record/row) in collection (table) in mongoDB >

We will use **find** method of mongoDB.

Let's create new collection and insert document in it **before finding** >

|  |
| --- |
| > **db.employee.insert({\_id : 1,  firstName:"ankit"})**  > **db.employee.insert({\_id : 2,  firstName:"ankit", salary : 1000 })**  > **db.employee.insert({\_id : 3,  firstName:"sam", salary : 2000 })**  > **db.employee.insert({\_id : 4,  firstName:"neh", salary : 3000 })** |

First line above will create table (or collection) (if table already exists it will insert documents in it).

FIND Example > Query **all documents** of collection using find() method>

|  |
| --- |
| > **db.employee.find()** |

Output>

|  |
| --- |
| { "\_id" : 1, "firstName" : "ankit" }  { "\_id" : 2, "firstName" : "ankit", "salary" : 1000 }  { "\_id" : 3, "firstName" : "sam", "salary" : 2000 }  { "\_id" : 4, "firstName" : "neh", "salary" : 3000 } |

4 documents were found.

**2) Display documents of collection in formatted manner.**

First, Let's create new collection and insert document in it >

|  |
| --- |
| > **db.employee.insert({\_id : 1,  firstName:"ankit"})**  > **db.employee.insert({\_id : 2,  firstName:"ankit", salary : 1000 })**  > **db.employee.insert({\_id : 3,  firstName:"sam", salary : 2000 })**  > **db.employee.insert({\_id : 4,  firstName:"neh", salary : 3000 })** |

First line above will create table (or collection) (if table already exists it will insert documents in it).

FIND Example > Query **all document** of collection using find().pretty() method>

|  |
| --- |
| > **db.employee.find().pretty()** |

Output>

|  |
| --- |
| {         "\_id" : 1,         "firstName" : "ankit"  }  {         "\_id" : 2,         "firstName" : "ankit",         "salary" : 1000  }  {         "\_id" : 3,         "firstName" : "sam",         "salary" : 2000  }  {         "\_id" : 4,         "firstName" : "neh",         "salary" : 3000  } |

4 documents were found.

**3) Selecting specific fields of documents in collection in MongoDB (Projections in MongoDB)**

First, Let's create new collection and insert document in it >

|  |
| --- |
| > **db.employee.insert({\_id : 1,  firstName:"ankit"})**  > **db.employee.insert({\_id : 2,  firstName:"ankit", salary : 1000 })**  > **db.employee.insert({\_id : 3,  firstName:"sam", salary : 2000 })**  > **db.employee.insert({\_id : 4,  firstName:"neh", salary : 3000 })** |

First line above will create table (or collection) (if table already exists it will insert documents in it).

3.1) FIND Example > Display only **firstName** field of **document** of collection using find() method>

|  |
| --- |
| > **db.employee.find( {}, {firstName : 1})** |

**Output>**

|  |
| --- |
| { "\_id" : 1, "firstName" : "ankit" }  { "\_id" : 2, "firstName" : "ankit" }  { "\_id" : 3, "firstName" : "sam" }  { "\_id" : 4, "firstName" : "neh" } |

By default **\_id** field is always shown.

3.2) FIND Example > Display only **firstName and salary** field of **document** of collection using find() method>

|  |
| --- |
| > **db.employee.find( {}, {firstName : 1, salary : 1})** |

**Output>**

|  |
| --- |
| { "\_id" : 1, "firstName" : "ankit" }  { "\_id" : 2, "firstName" : "ankit", "salary" : 1000 }  { "\_id" : 3, "firstName" : "sam", "salary" : 2000 }  { "\_id" : 4, "firstName" : "neh", "salary" : 3000 } |

By default **\_id** field is always shown.

3.4) FIND Example > Display only **firstName and salary** field of **document** of collection, But **avoid \_id field to be displayed** using find() method>

|  |
| --- |
| > **db.employee.find( {}, { \_id :0, firstName : 1, salary : 1})** |

**Output>**

|  |
| --- |
| { "firstName" : "ankit" }  { "firstName" : "ankit", "salary" : 1000 }  { "firstName" : "sam", "salary" : 2000 }  { "firstName" : "neh", "salary" : 3000 } |

3.5) FIND Example > Display only **firstName and salary** field of **document** of collection **where salary > 1000**, But **avoid \_id field to be displayed** using find() method>

|  |
| --- |
| > **db.employee.find( {** salary : {**$gt** : 1000} **}, { \_id :0, firstName : 1, salary : 1})** |

**Output>**

|  |
| --- |
| { "firstName" : "sam", "salary" : 2000 }  { "firstName" : "neh", "salary" : 3000 } |

**4) FIND Example > find document where \_id=1**

First, Let's create new collection and insert document in it >

|  |
| --- |
| > **db.employee.insert({\_id : 1,  firstName:"ankit"})**  > **db.employee.insert({\_id : 2,  firstName:"ankit", salary : 1000 })**  > **db.employee.insert({\_id : 3,  firstName:"sam", salary : 2000 })**  > **db.employee.insert({\_id : 4,  firstName:"neh", salary : 3000 })** |

First line above will create table (or collection) (if table already exists it will insert documents in it).

FIND Example > **find** document where \_id=1 >

|  |
| --- |
| > db.employee.find({\_id:1}) |

Output>

|  |
| --- |
| { "\_id" : 1, "firstName" : "ankit" } |

FIND Example > **find** document where firstName= "sam" >

|  |
| --- |
| > db.employee.find({firstName:"sam"}) |

Output>

|  |
| --- |
| { "\_id" : 3, "firstName" : "sam", "salary" : 2000 } |

**5) AND** condition - using **$and** operator on document in collection in MongoDB

First, Let's create new collection and insert document in it >

|  |
| --- |
| > **db.employee.insert({\_id : 1,  firstName:"ankit"})**  > **db.employee.insert({\_id : 2,  firstName:"ankit", salary : 1000 })**  > **db.employee.insert({\_id : 3,  firstName:"sam", salary : 2000 })**  > **db.employee.insert({\_id : 4,  firstName:"neh", salary : 3000 })** |

First line above will create table (or collection) (if table already exists it will insert documents in it).

use **AND** condition - using **$and** operator.

Find employee **where**

**\_id = 1 and** **firstName = "ankit"**

by using **find** method and **$and** operator.

|  |
| --- |
| > db.employee.find(                                 {**$and** : [                                               {\_id:1},                                               {firstName:"ankit"}                                              ]                                 }                               ) |

**Output>**

|  |
| --- |
| { "\_id" : 1, "firstName" : "ankit" } |

**6) OR** condition - using **$or** operator on document in collection in MongoDB

First, Let's create new collection and insert document in it >

|  |
| --- |
| > **db.employee.insert({\_id : 1,  firstName:"ankit"})**  > **db.employee.insert({\_id : 2,  firstName:"ankit", salary : 1000 })**  > **db.employee.insert({\_id : 3,  firstName:"sam", salary : 2000 })**  > **db.employee.insert({\_id : 4,  firstName:"neh", salary : 3000 })** |

First line above will create table (or collection) (if table already exists it will insert documents in it).

Use **OR** condition - using **$or** operator.

Find employee **where**

**id = 1 or firstName = "ankit"**

by using **find** method and **$or** operator.

|  |
| --- |
| > db.employee.find(                                 {**$or** : [                                               {\_id:1},                                               {firstName:"ankit"}                                           ]                                 }                               ) |

**Output>**

|  |
| --- |
| { "\_id" : 1, "firstName" : "ankit" }  { "\_id" : 2, "firstName" : "ankit", "salary" : 1000 } |

7) Method 1 to use **AND** and **OR** condition >

* using **$and** operator and
* using **$or** operator.

First, Let's create new collection and insert document in it >

|  |
| --- |
| > **db.employee.insert({\_id : 1,  firstName:"ankit"})**  > **db.employee.insert({\_id : 2,  firstName:"ankit", salary : 1000 })**  > **db.employee.insert({\_id : 3,  firstName:"sam", salary : 2000 })**  > **db.employee.insert({\_id : 4,  firstName:"neh", salary : 3000 })** |

First line above will create table (or collection) (if table already exists it will insert documents in it).

Find employee **where**

**Salary =1000 and** **( id = 1 or firstName = "ankit")**

by using **find** method, **$and** and **$or** operators.

|  |
| --- |
| > db.employee.find({  **$and** : [{  salary : 1000  }, {  **$or** : [{  \_id : 1  }, {  firstName : "ankit"  }  ]  }  ]   }) |

**Output>**

|  |
| --- |
| { "\_id" : 2, "firstName" : "ankit", "salary" : 1000 } |

Method 2 to use **AND** and **OR** condition >

* using **$and** operator and
* using **$or** operator.

Find employee **where**

**Salary = 1000 and** **( id = 1 or firstName = "ankit")**

by using **find** method, **$and** and **$or** operators.

Additionally, use **$eq** to find document where salary =1000

|  |
| --- |
| > db.employee.find({  **$and** : [{  salary : {**$eq** : 1000}  }, {  **$or** : [{  \_id : 1  }, {  firstName : "ankit"  }  ]  }  ]   }) |

**Output>**

|  |
| --- |
| { "\_id" : 2, "firstName" : "ankit", "salary" : 1000 } |

**8) GREATER THAN (>) and GREATER THAN EQUALS (>=)** conditions **-** using  **$where**, **$gt** and **$gte** operator in MongoDB

First, Let's create new collection and insert document in it >

|  |
| --- |
| > **db.employee.insert({\_id : 1,  firstName:"ankit"})**  > **db.employee.insert({\_id : 2,  firstName:"ankit", salary : 1000 })**  > **db.employee.insert({\_id : 3,  firstName:"sam", salary : 2000 })**  > **db.employee.insert({\_id : 4,  firstName:"neh", salary : 3000 })** |

First line above will create table (or collection) (if table already exists it will insert documents in it).

**GREATER THAN (>) and GREATER THAN EQUALS (>=)** conditions.

8.1) **GREATER THAN (>)** - using **$gt** operator.

Find employee **where**

**Salary > 1000**

by using **find** method and **$gt** operator.

|  |
| --- |
| > db.employee.find( { salary : {**$gt** : 1000} } ) |

**Output>**

|  |
| --- |
| { "\_id" : 3, "firstName" : "sam", "salary" : 2000 }  { "\_id" : 4, "firstName" : "neh", "salary" : 3000 } |

8.2) **GREATER THAN EQUALS (>=)** - using **$gte** operator.

Find employee **where**

**Salary >= 1000**

by using **find** method and **$gt** operator.

|  |
| --- |
| > db.employee.find( { salary : {**$gte** : 1000} } ) |

**Output>**

|  |
| --- |
| { "\_id" : 2, "firstName" : "ankit", "salary" : 1000 }  { "\_id" : 3, "firstName" : "sam", "salary" : 2000 }  { "\_id" : 4, "firstName" : "neh", "salary" : 3000 } |

8.3) **GREATER THAN (>)** - using **$where** operator.

Find employee **where**

**Salary > 1000**

by using **find** method and **$where** operator.

|  |
| --- |
| > db.employee.find({  **$where**:"this.salary > 1000"}) |

**Output>**

|  |
| --- |
| { "\_id" : 3, "firstName" : "sam", "salary" : 2000 }  { "\_id" : 4, "firstName" : "neh", "salary" : 3000 } |

8.4) **GREATER THAN EQUALS (>=)** - using **$where** operator.

Find employee **where**

**Salary >= 1000**

by using **find** method and **$where** operator.

|  |
| --- |
| > db.employee.find({  **$where**:"this.salary >= 1000"}) |

**Output>**

|  |
| --- |
| { "\_id" : 2, "firstName" : "ankit", "salary" : 1000 }  { "\_id" : 3, "firstName" : "sam", "salary" : 2000 }  { "\_id" : 4, "firstName" : "neh", "salary" : 3000 } |

**9) LESS THAN (<) and LESS THAN EQUALS (<=) -** using  **$where**, **$lt** and **$lte** operator in MongoDB

First, Let's create new collection and insert document in it >

|  |
| --- |
| > **db.employee.insert({\_id : 1,  firstName:"ankit"})**  > **db.employee.insert({\_id : 2,  firstName:"ankit", salary : 1000 })**  > **db.employee.insert({\_id : 3,  firstName:"sam", salary : 2000 })**  > **db.employee.insert({\_id : 4,  firstName:"neh", salary : 3000 })** |

First line above will create table (or collection) (if table already exists it will insert documents in it).

**LESS THAN (<) and LESS THAN EQUALS (<=)** conditions

9.1) **LESS THAN (<)** - using **$lt** operator.

Find employee **where**

**Salary < 2000**

by using **find** method and **$lt** operator.

|  |
| --- |
| > db.employee.find( { salary : {**$lt** : 2000} } ) |

**Output>**

|  |
| --- |
| { "\_id" : 2, "firstName" : "ankit", "salary" : 1000 } |

9.2) **LESS THAN EQUALS (<=)** - using **$lte** operator.

Find employee **where**

**Salary >= 2000**

by using **find** method and **$lt** operator.

|  |
| --- |
| > db.employee.find( { salary : {**$lte** : 2000} } ) |

**Output>**

|  |
| --- |
| { "\_id" : 2, "firstName" : "ankit", "salary" : 1000 }  { "\_id" : 3, "firstName" : "sam", "salary" : 2000 } |

9.3) **LESS THAN (<)** - using **$where** operator.

Find employee **where**

**Salary < 2000**

by using **find** method and **$where** operator.

|  |
| --- |
| > db.employee.find({  **$where**:"this.salary < 2000"}) |

**Output>**

|  |
| --- |
| { "\_id" : 2, "firstName" : "ankit", "salary" : 1000 } |

9.4) **LESS THAN EQUALS (<=)** - using **$where** operator.

Find employee **where**

**Salary >= 2000**

by using **find** method and **$where** operator.

|  |
| --- |
| > db.employee.find({  **$where**:"this.salary <= 2000"}) |

**Output>**

|  |
| --- |
| { "\_id" : 2, "firstName" : "ankit", "salary" : 1000 }  { "\_id" : 3, "firstName" : "sam", "salary" : 2000 } |

**10) EQUALS (=) and NOT EQUALS (!=)** conditions **-** using  **$where**, **$eq** and **$ne** operator in MongoDB

**EQUALS (=) and NOT EQUALS (!=)** conditions

First, Let's create new collection and insert document in it >

|  |
| --- |
| > **db.employee.insert({\_id : 1,  firstName:"ankit"})**  > **db.employee.insert({\_id : 2,  firstName:"ankit", salary : 1000 })**  > **db.employee.insert({\_id : 3,  firstName:"sam", salary : 2000 })**  > **db.employee.insert({\_id : 4,  firstName:"neh", salary : 3000 })** |

First line above will create table (or collection) (if table already exists it will insert documents in it).

10.1) **EQUALS (=)** - using **$eq** operator.

Find employee **where**

**Salary = 2000**

by using **find** method and **$eq** operator.

|  |
| --- |
| > db.employee.find( { salary : {**$eq** : 2000} } ) |

**Output>**

|  |
| --- |
| { "\_id" : 3, "firstName" : "sam", "salary" : 2000 } |

10.2) **NOT EQUALS (!=)** - using **$ne** operator.

Find employee **where**

**Salary != 2000**

by using **find** method and **$ne** operator.

|  |
| --- |
| > db.employee.find( { salary : {**$ne** : 2000} } ) |

**Output>**

|  |
| --- |
| { "\_id" : 1, "firstName" : "ankit" }  { "\_id" : 2, "firstName" : "ankit", "salary" : 1000 }  { "\_id" : 4, "firstName" : "neh", "salary" : 3000 } |

10.3) **EQUALS (=)** - using **$where** operator.

Find employee **where**

**Salary = 2000**

by using **find** method and **$where** operator.

|  |
| --- |
| > db.employee.find({  **$where**:"this.salary == 2000"}) |

**Output>**

|  |
| --- |
| { "\_id" : 3, "firstName" : "sam", "salary" : 2000 } |

10.4) **NOT EQUALS (!=)** - using **$where** operator.

Find employee **where**

**Salary != 2000**

by using **find** method and **$where** operator.

|  |
| --- |
| > db.employee.find({  **$where**:"this.salary != 2000"}) |

**Output>**

|  |
| --- |
| { "\_id" : 1, "firstName" : "ankit" }  { "\_id" : 2, "firstName" : "ankit", "salary" : 1000 }  { "\_id" : 4, "firstName" : "neh", "salary" : 3000 } |

**11) Find** document from collection where field(column) EXISTS or not in collection in MongoDB >

First, Let's create new collection and insert document in it >

|  |
| --- |
| > **db.employee.insert({\_id : 1,  firstName:"ankit"})**  > **db.employee.insert({\_id : 2,  firstName:"ankit", salary : 1000 })**  > **db.employee.insert({\_id : 3,  firstName:"sam", salary : 2000 })**  > **db.employee.insert({\_id : 4,  firstName:"neh", salary : 3000 })** |

First line above will create table (or collection) (if table already exists it will insert documents in it).

11.1) FIND Example > **find** document from collection where field(column) **salary** exists >

Now, let's display document of collection where field(column) **salary** exists >

|  |
| --- |
| **> db.employee.find({salary:{$exists : true}})** |

Output>

|  |
| --- |
| { "\_id" : 2, "firstName" : "ankit", "salary" : 1000 }  { "\_id" : 3, "firstName" : "sam", "salary" : 2000 }  { "\_id" : 4, "firstName" : "neh", "salary" : 3000 } |

So, you will see that only newly inserted document which contains column salary was displayed.

11.2) Now, let's display documents of collection where field **salary DOESN'T** exists >

|  |
| --- |
| **> db.employee.find({ salary : {$exists : false}})** |

Output>

|  |
| --- |
| { "\_id" : 1, "firstName" : "ankit" } |

So, you will see that newly inserted document which contains column salary was NOT displayed.

12) How to Limit number of documents fetched in MongoDB

Limit number of documents(record/rows) fetched from collection(table) in MongoDB

Limit method limits number of documents displayed.

First, Let's create new collection and insert document in it >

|  |
| --- |
| > **db.employee.insert({\_id : 1,  firstName:"ankit"})**  > **db.employee.insert({\_id : 2,  firstName:"ankit", salary : 1000 })**  > **db.employee.insert({\_id : 3,  firstName:"sam", salary : 2000 })**  > **db.employee.insert({\_id : 4,  firstName:"neh", salary : 3000 })** |

First line above will create table (or collection) (if table already exists it will insert documents in it).

12.1) FIND Example > Display only **first 2 documents** ofcollection in MongoDB >

We will use find() and **limit()** method>

|  |
| --- |
| > **db.employee.find().limit(2)** |

**Output>**

|  |
| --- |
| { "\_id" : 1, "firstName" : "ankit" }  { "\_id" : 2, "firstName" : "ankit", "salary" : 1000 } |

Display only **first 2 documents** ofcollection.

12.2) FIND Example > Skip first document and display rest of **documents** ofcollection in MongoDB >

We will use find() and **skip()** method >

|  |
| --- |
| > **db.employee.find().skip(1)** |

**Output>**

|  |
| --- |
| { "\_id" : 2, "firstName" : "ankit", "salary" : 1000 }  { "\_id" : 3, "firstName" : "sam", "salary" : 2000 }  { "\_id" : 4, "firstName" : "neh", "salary" : 3000 } |

Skip 1 document of collection and display rest of **documents** ofcollection.

12.3) FIND Example > Display only 2nd and 3rd document ofcollection in MongoDB>

We will use find(), **limit()** and **skip()** method >

|  |
| --- |
| > **db.employee.find().skip(1).limit(2)** |

**Output>**

|  |
| --- |
| { "\_id" : 2, "firstName" : "ankit", "salary" : 1000 }  { "\_id" : 3, "firstName" : "sam", "salary" : 2000 } |

Skip 1 document of collection and display 2 **documents** ofcollection.

12.4) FIND Example > Display only 2 documents ofcollection in MongoDB **where salary >= 1000** >

|  |
| --- |
| > **db.employee.find( {** salary : {**$gte** : 1000} **}).limit(2)** |

**Output>**

|  |
| --- |
| { "\_id" : 2, "firstName" : "ankit", "salary" : 1000 }  { "\_id" : 3, "firstName" : "sam", "salary" : 2000 } |

**13) Sorting (order by) documents in MongoDB**

First, Let's create new collection and insert document in it >

|  |
| --- |
| > **db.employee.insert({\_id : 1,  firstName:"ankit"})**  > **db.employee.insert({\_id : 2,  firstName:"ankit", salary : 1000 })**  > **db.employee.insert({\_id : 3,  firstName:"sam", salary : 2000 })**  > **db.employee.insert({\_id : 4,  firstName:"neh", salary : 3000 })** |

First line above will create table (or collection) (if table already exists it will insert documents in it).

13.1) FIND Example > **Sort** documents of collection on basis of **salary in ascending** order in MongoDB>

We will use find() and **sort()** method>

|  |
| --- |
| > **db.employee.find().sort({salary : 1})** |

**Output>**

|  |
| --- |
| { "\_id" : 1, "firstName" : "ankit" }  { "\_id" : 2, "firstName" : "ankit", "salary" : 1000 }  { "\_id" : 3, "firstName" : "sam", "salary" : 2000 }  { "\_id" : 4, "firstName" : "neh", "salary" : 3000 } |

13.2) Sql query equivalent to above MongoDB query is >

|  |
| --- |
| **select** \* **from** employee  **order by** salary; |

13.3) FIND Example > **Sort** documents of collection on basis of **salary in descending** order in MongoDB>

We will use find() and **sort()** method>

|  |
| --- |
| > **db.employee.find().sort({salary : -1})** |

**Output>**

|  |
| --- |
| { "\_id" : 4, "firstName" : "neh", "salary" : 3000 }  { "\_id" : 3, "firstName" : "sam", "salary" : 2000 }  { "\_id" : 2, "firstName" : "ankit", "salary" : 1000 }  { "\_id" : 1, "firstName" : "ankit" } |

13.4) Sql query equivalent to above MongoDB query is >

|  |
| --- |
| **select** \* **from** employee  **order by** salary desc; |

13.5) FIND Example > **Sort** documents of collection on basis of **firstName, salary in ascending** order in MongoDB>

We will use find() and **sort()** method>

|  |
| --- |
| > **db.employee.find().sort({ firstName : 1, salary : 1})** |

**Output>**

|  |
| --- |
| { "\_id" : 1, "firstName" : "**a**nkit" }  { "\_id" : 2, "firstName" : "**a**nkit", "salary" : 1000 }  { "\_id" : 4, "firstName" : "**n**eh", "salary" : 3000 }  { "\_id" : 3, "firstName" : "**s**am", "salary" : 2000 } |

13.6) FIND Example > **Sort** documents of collection on basis of **salary in ascending** order in MongoDB **where salary > 1000** >

We will use find() and **sort()** method>

|  |
| --- |
| > **db.employee.find({** salary : {**$gt** : 1000} **}).sort({salary : 1})** |

**Output>**

|  |
| --- |
| { "\_id" : 3, "firstName" : "sam", "salary" : 2000 }  { "\_id" : 4, "firstName" : "neh", "salary" : 3000 } |

13.7) FIND Example > **Sort** documents of collection on basis of **salary in descending** order in MongoDB **where salary > 1000** >

We will use find() and **sort()** method>

|  |
| --- |
| > **db.employee.find({** salary : {**$gt** : 1000} **}).sort({salary : -1})** |

**Output>**

|  |
| --- |
| { "\_id" : 4, "firstName" : "neh", "salary" : 3000 }  { "\_id" : 3, "firstName" : "sam", "salary" : 2000 } |

14) **find** document where firstName length is greater (>) than 3

First, Let's create new collection and insert document in it >

|  |
| --- |
| > **db.employee.insert({\_id : 1,  firstName:"ankit"})**  > **db.employee.insert({\_id : 2,  firstName:"ankit", salary : 1000 })**  > **db.employee.insert({\_id : 3,  firstName:"sam", salary : 2000 })**  > **db.employee.insert({\_id : 4,  firstName:"neh", salary : 3000 })** |

First line above will create table (or collection) (if table already exists it will insert documents in it).

Let’s **find** document where firstName length is greater (>) than 3

|  |
| --- |
| **> db.employee.find(**{  $**where**:"**this.firstName.length > 3**"}**)** |

Output>

|  |
| --- |
| { "\_id" : 1, "firstName" : "ankit" }  { "\_id" : 2, "firstName" : "ankit", "salary" : "1000" } |

15) Using like statement (as in sql) in MongoDB

15.1) First let's create records before using like statement (as in sql) in MongoDB

Let's create new collection and insert documents in it **before using like statement** >

|  |
| --- |
| > db.testCollection.insert({name: 'abc'})  > db.testCollection.insert({name: 'bcd'})  > db.testCollection.insert({name: 'def'}) |

First line above will create table (or collection) (if table already exists it will insert documents in it).

Read **all documents** of collection >

|  |
| --- |
| > db.testCollection.find()  { "\_id" : ObjectId("585008261127dea5ece72759"), "name" : "abc" }  { "\_id" : ObjectId("585008261127dea5ece7275a"), "name" : "bcd" }  { "\_id" : ObjectId("585008261127dea5ece7275b"), "name" : "def" }  > |

15.2) Below find document in mongoDB is similar to **like '%b%'** in sql >

|  |
| --- |
| **> db.testCollection.find({name : /b/})**  { "\_id" : ObjectId("585008261127dea5ece72759"), "name" : "abc" }  { "\_id" : ObjectId("585008261127dea5ece7275a"), "name" : "bcd" }  > |

15.3) Below find document in mongoDB is similar to **like 'b%'** in sql >

|  |
| --- |
| **> db.testCollection.find({name : /^b/})**  { "\_id" : ObjectId("585008261127dea5ece7275a"), "name" : "bcd" }  > |

15.4) Below find document in mongoDB is similar to **like '%f'** in sql >

|  |
| --- |
| **> db.testCollection.find({name : /f$/})**  { "\_id" : ObjectId("585008261127dea5ece7275b"), "name" : "def" }  > |

1) **What is ObjectId** in MongoDB?

ObjectId is of **12-byte** hexadecimal string.

This is what ObjectId looks like > **ObjectId(“hexadecimal”)**

**Example** > ObjectId("584ebed11127dea5ece72742")

Let’s see what exactly ObjectId consists of >

* First **4-byte**  - represents the **seconds** since the **Unix epoch**,
* Next **3-byte** - represents **machine identifier,**
* Next **2-byte** - represents **process id, and**
* Next **3-byte** - represents **random value.**

2) **Inserting** in collection in MongoDB >

|  |
| --- |
| > **db.employee.insert({ firstName:"ankit"})** |

Above line will create collection (if collection already exists it will insert records in it).

Let's query collection >

|  |
| --- |
| > db.employee.find(); |

Output>

|  |
| --- |
| { "\_id" : **ObjectId("588341b303b0c717da77d641")**, "firstName" : "ankit" } |

We can see that field **\_id** is formed **automatically**. Its **value** is ObjectId("588341b303b0c717da77d641")

3) **Creating new ObjectId()** in MongoDB>

Method ObjectId() - Returns the hexadecimal string representation of the object.

To generate a new ObjectId, Simply type **ObjectId()** with **no argument** and execute it

|  |
| --- |
| obj = **ObjectId()** |

**Output>**

So, value of obj is -

|  |
| --- |
| ObjectId("588342aa03b0c717da77d642") |

4) **Creating custom**/own ObjectId() in MongoDB>

To generate a ObjectId of **your choice**, Simply type **ObjectId(“HexadecimalString”)** with hexadecimal **string** of 12 bytes.

But, we need to **ensure** that **HexadecimalString** is **unique** otherwise error - ‘errmsg" : "E11000 duplicate key error index’ will be thrown.

|  |
| --- |
| myObj = **ObjectId("123456aa01b0c234da56d789")** |

**Output>**

So, value of myObj is -

|  |
| --- |
| ObjectId("123456aa01b0c234da56d789") |

5) Now, **Insert own objectId** in collection in MongoDB >

|  |
| --- |
| > **db.employee.insert({** \_id :**ObjectId("123341b303b0c717da77d123")**,**firstName:"ankit"})** |

6) How to **find ObjectId** was **created at what time** in MongoDB**?**

As we read above that first **4-byte**  - represents the **seconds** since the **Unix epoch**,

Use **getTimestamp()** method.

|  |
| --- |
| time = ObjectId("588341b303b0c717da77d641").**getTimestamp()** |

**Output>**

So, value of time is -

|  |
| --- |
| ISODate("2017-01-21T11:10:43Z") |

7) How to **convert** ObjectId to **string** in MongoDB**?**

Use **str**

|  |
| --- |
| x = ObjectId("588341b303b0c717da77d641").**str** |

**Output>**

So, value of x is -

|  |
| --- |
| 588341b303b0c717da77d641 |

**8) SUMMARY of *ObjectId*** *in MongoDB***>**

So in this mongoDB tutorial we learned about objectId in MongoDB.

1) **What is ObjectId** in MongoDB?

ObjectId is of **12-byte** hexadecimal string.

**Example of** > ObjectId("584ebed11127dea5ece72742")

* First **4-byte**  - represents the **seconds** since the **Unix epoch**,
* Next **3-byte** - represents **machine identifier,**
* Next **2-byte** - represents **process id, and**
* Next **3-byte** - represents **random value.**

2) **Inserting** in collection in MongoDB >

|  |
| --- |
| > **db.employee.insert({ firstName:"ankit"})** |

Let's query collection >

|  |
| --- |
| > db.employee.find();  { "\_id" : **ObjectId("588341b303b0c717da77d641")**, "firstName" : "ankit" } |

3) **Creating new ObjectId()** in MongoDB>

|  |
| --- |
| obj = **ObjectId()** |

4) **Creating custom**/own ObjectId() in MongoDB>

|  |
| --- |
| myObj = **ObjectId("123456aa01b0c234da56d789")** |

5) Now, **Insert own objectId** in collection in MongoDB >

|  |
| --- |
| **db.employee.insert({** \_id :**ObjectId("123341b303b0c717da77d123")**,**firstName:"ankit"})** |

6) How to **find ObjectId** was **created at what time** in MongoDB**?**

Use **getTimestamp()** method.

|  |
| --- |
| time = ObjectId("588341b303b0c717da77d641").**getTimestamp()** |

7) How to **convert** ObjectId to **string** in MongoDB**?**

|  |
| --- |
| x = ObjectId("588341b303b0c717da77d641").**str** |

**Aggregation functions in MongoDB** >

1. Find **count of all employee by group** in collection in MongoDB
2. **count()** Method - **Find count of all employee** in collection in MongoDB
3. **$sum** operator - **sum of salary by group** in MongoDB
4. **$avg operator** - **average** of salary by group in MongoDB
5. **$min operator** - Find **minimum value from documents** in MongoDB
6. **$max operator** in MongoDB - Find **maximum** value from documents
7. **$first operator** in MongoDB
8. **$last** operator in MongoDB
9. **$stdDevPop** operator in MongoDB - Find **standard deviation** from documents
10. $push operator in MongoDB
11. $addToSet operator in MongoDB

### 1. Find count of all employee by group in collection in MongoDB

1) First let's create insert documents in collection in MongoDB

1.1) First,​ ​Let's​ ​create​ ​new​ ​collection​ ​and​ ​insert​ ​document​ ​>

|  |
| --- |
| **db.employee.insert({\_id : 1,  firstName:"ank", salary : 1000 })**  **db.employee.insert({\_id : 2,  firstName:"ank", salary : 2000 })**  **db.employee.insert({\_id : 3,  firstName:"sag", salary : 3000 })**  **db.employee.insert({\_id : 4,  firstName:"sag", salary : 4000 })**  **db.employee.insert({\_id : 5,  firstName:"neh", salary : 5000 })** |

Above will create collection (or table) (if collection already exists it will insert documents in it).

1.2) FIND > Query **all documents** of collection using find() method>

|  |
| --- |
| **db.employee.**find() |

**Output>**

|  |
| --- |
| { "\_id" : 1, "firstName" : "ank", "salary" : 1000 }  { "\_id" : 2, "firstName" : "ank", "salary" : 2000 }  { "\_id" : 3, "firstName" : "sag", "salary" : 3000 }  { "\_id" : 4, "firstName" : "sag", "salary" : 4000 }  { "\_id" : 5, "firstName" : "neh", "salary" : 5000 } |

2) Find **count** of all **employee** with **same firstName** in collection in MongoDB >

2.1) We will **group employee by firstName** and **find count of of each group.**

We will aggregate() method and $group operator.

|  |
| --- |
| db.employee.aggregate([{$group : {\_id : "$firstName", countOfEmp : {$sum : 1}}}]) |

Output >

|  |
| --- |
| { "\_id" : "neh", "countOfEmp" : 1 }  { "\_id" : "sag", "countOfEmp" : 2 }  { "\_id" : "ank", "countOfEmp" : 2 } |

2.2) Sql query equivalent to above MongoDB query is >

|  |
| --- |
| **select** firstName, **count(\*)** countOfEmp  **from** employee  **group by** firstName; |

**3) Summary -**

So in this MongoDB tutorial we learned how to **Find count of all employee by group in collection in MongoDB**

2. **count() Method** - Find count of all employee in collection in MongoDB

count() method in Mongodb>

count() method to find **count of documents** in collection in MongoDB.

1) First let's create insert documents in collection in MongoDB

1.1) First,​ ​Let's​ ​create​ ​new​ ​collection​ ​and​ ​insert​ ​document​ ​>

|  |
| --- |
| **db.employee.insert({\_id : 1,  firstName:"ank", salary : 1000 })**  **db.employee.insert({\_id : 2,  firstName:"ank", salary : 2000 })**  **db.employee.insert({\_id : 3,  firstName:"sag", salary : 3000 })**  **db.employee.insert({\_id : 4,  firstName:"sag", salary : 4000 })**  **db.employee.insert({\_id : 5,  firstName:"neh", salary : 5000 })** |

Above will create collection (or table) (if collection already exists it will insert documents in it).

1.2) FIND > Query **all documents** of collection using find() method>

|  |
| --- |
| **db.employee.**find() |

**Output>**

|  |
| --- |
| { "\_id" : 1, "firstName" : "ank", "salary" : 1000 }  { "\_id" : 2, "firstName" : "ank", "salary" : 2000 }  { "\_id" : 3, "firstName" : "sag", "salary" : 3000 }  { "\_id" : 4, "firstName" : "sag", "salary" : 4000 }  { "\_id" : 5, "firstName" : "neh", "salary" : 5000 } |

2) Find **count of all employee** in collection in MongoDB >

2.1) We will use count() method to find **count of all employee** in collection in MongoDB.

|  |
| --- |
| db.employee.count() |

Output >

|  |
| --- |
| 5 |

2.2) Sql query equivalent to above MongoDB query is >

|  |
| --- |
| select **count(\*)** from employee; |

3) Find **count** of **all** employee **where salary >= 2000** in collection in MongoDB >

3.1) We will use find() and count() methods.

|  |
| --- |
| db.employee.find( { salary : {**$gte** : 2000} } ).count() |

Output >

|  |
| --- |
| 4 |

3.2) We can also use $count() operator to find **count of all employee where salary >= 2000** in collection in MongoDB.

**Note** :  $count can be used in MongoDB 3.4 or above.

|  |
| --- |
| db.employee.aggregate(  [    {      $match: {        salary : {          $gte: 2000        }      }    },    {      $count: "**firstName**"    }  ] ) |

Output >

|  |
| --- |
| 5 |

3.3) Sql query equivalent to above MongoDB query is >

|  |
| --- |
| select count(\*) from employee where salary >= 2000 |

**4) Summary -**

So in this MongoDB tutorial we learned how to use count() Method - How to find count of all employee in collection in MongoDB

**count of all employee** in collection in MongoDB.

|  |
| --- |
| db.employee.count() |

Find **count** of **all** employee **where salary >= 2000** in collection in MongoDB >

|  |
| --- |
| db.employee.find( { salary : {**$gte** : 2000} } ).count() |

3. **$sum operator** - sum of salary by group in MongoDB

$sum operator in MongoDB >

$sum operator returns the sum of all numeric values of documents in the collection in MongoDB.

1) First let's create insert documents in collection in MongoDB

1.1) Let's create new collection and insert document in it **before finding** >

|  |
| --- |
| **db.employee.insert({\_id : 1,  firstName:"ank", salary : 1000 })**  **db.employee.insert({\_id : 2,  firstName:"ank", salary : 2000 })**  **db.employee.insert({\_id : 3,  firstName:"sag", salary : 3000 })**  **db.employee.insert({\_id : 4,  firstName:"sag", salary : 4000 })**  **db.employee.insert({\_id : 5,  firstName:"neh", salary : 5000 })** |

Above will create collection (or table) (if collection already exists it will insert documents in it).

1.2) FIND > Query **all documents** of collection using find() method>

|  |
| --- |
| **db.employee.**find() |

**Output>**

|  |
| --- |
| { "\_id" : 1, "firstName" : "ank", "salary" : 1000 }  { "\_id" : 2, "firstName" : "ank", "salary" : 2000 }  { "\_id" : 3, "firstName" : "sag", "salary" : 3000 }  { "\_id" : 4, "firstName" : "sag", "salary" : 4000 }  { "\_id" : 5, "firstName" : "neh", "salary" : 5000 } |

2) Find **sum of salary** of all **employee** with **same firstName** in collection in MongoDB >

Step 2.1 - We will **group employee by firstName** and **find sum of salary of each group**.

Step 2.2- We will use aggregate() method, $sum operator and $group operator.

|  |
| --- |
| db.employee.aggregate([{$group : {\_id : "$firstName", salary\_sum : {$sum : "$salary"}}}]) |

Output >

|  |
| --- |
| { "\_id" : "ank", "salary\_sum" : 3000 }  { "\_id" : "sag", "salary\_sum" : 7000 }  { "\_id" : "neh", "salary\_sum" : 5000 } |

2.3) Sql query equivalent to above MongoDB query is >

|  |
| --- |
| **select** firstName, **sum(salary)** salary\_sum **from** employee **group by** firstName; |

3) Find **sum of salary** of all **employee** in collection in MongoDB >

Step 3.1) - We will **group employee by null (nothing)** and **find sum of salary of group** (there will be only 1 group - i.e. whole documents of collection)

Step 3.2)- We will use aggregate() method, $group operator, and **\_id : null**

|  |
| --- |
| db.employee.aggregate([{$group : {**\_id : null**, salary\_sum : {$sum : "$salary"}}}]) |

Output >

|  |
| --- |
| { "\_id" : null, "salary\_sum" : 15000 } |

3.3) Sql query equivalent to above MongoDB query is >

|  |
| --- |
| **select** **sum(salary)** salary\_sum **from** employee; |

4) How to write **aggregate query** with **where clause** in MongoDB >

Find **sum of salary** of all **employee** with **same firstName** **where salary > 2000** in collection in MongoDB >

Step 4.1 - We will find document **where salary > 2000**

Step 4.2 - We will use **$match** operator

Step 4.3 - Then we will **group employee by firstName** and **find sum of salary of each group**.

Step 4.4 - We will use aggregate() method, $group operator

|  |
| --- |
| db.employee.aggregate([   { **$match**: { salary : { $gt: 2000} } },   {$group : {\_id : "$firstName", salary\_sum : {$sum : "$salary"}}}]) |

Output >

|  |
| --- |
| { "\_id" : "sag", "salary\_sum" : 7000 }  { "\_id" : "neh", "salary\_sum" : 5000 } |

4.5) Sql query equivalent to above MongoDB query is >

|  |
| --- |
| **select** firstName, **sum(salary)** salary\_sum from employee  **where salary > 2000**  **group** by firstName |

**5) Summary -**

So in this MongoDB tutorial we learned how to use $sum operator. $sum operator returns the sum of all numeric values of documents in the collection in MongoDB.

Find **sum of salary** of all **employee** with **same firstName** in collection in MongoDB >

|  |
| --- |
| db.employee.aggregate([{$group : {\_id : "$firstName", salary\_sum : {$sum : "$salary"}}}]) |

Find **sum of salary** of all **employee** in collection in MongoDB >

|  |
| --- |
| db.employee.aggregate([{$group : {**\_id : null**, salary\_sum : {$sum : "$salary"}}}]) |

Find **sum of salary** of all **employee** with **same firstName** **where salary > 2000** in collection in MongoDB >

|  |
| --- |
| db.employee.aggregate([   { **$match**: { salary : { $gt: 2000} } },   {$group : {\_id : "$firstName", salary\_sum : {$sum : "$salary"}}}]) |

4. **$avg operator** - average of salary by group in MongoDB

$avg operator in MongoDB >

$avg operator returns the average of all numeric values of documents in the collection in MongoDB.

1) First let's create insert documents in collection in MongoDB

1.1) First, Let's create new collection and insert document >

|  |
| --- |
| **db.employee.insert({\_id : 1,  firstName:"ank", salary : 1000 })**  **db.employee.insert({\_id : 2,  firstName:"ank", salary : 2000 })**  **db.employee.insert({\_id : 3,  firstName:"sag", salary : 3000 })**  **db.employee.insert({\_id : 4,  firstName:"sag", salary : 4000 })**  **db.employee.insert({\_id : 5,  firstName:"neh", salary : 5000 })** |

Above will create collection (or table) (if collection already exists it will insert documents in it).

1.2) FIND > Query **all documents** of collection using find() method>

|  |
| --- |
| **db.employee.**find() |

**Output>**

|  |
| --- |
| { "\_id" : 1, "firstName" : "ank", "salary" : 1000 }  { "\_id" : 2, "firstName" : "ank", "salary" : 2000 }  { "\_id" : 3, "firstName" : "sag", "salary" : 3000 }  { "\_id" : 4, "firstName" : "sag", "salary" : 4000 }  { "\_id" : 5, "firstName" : "neh", "salary" : 5000 } |

2) Find **average of salary** of all **employee** with **same firstName** in collection in MongoDB >

Step 2.1 - We will **group employee by firstName** and **find average of salary of each group**.

Step 2.2- We will use aggregate() method, $avg operator  and $group operator.

|  |
| --- |
| db.employee.aggregate([{$group : {\_id : "$firstName", salary\_average : {$avg : "$salary"}}}]) |

Output >

|  |
| --- |
| { "\_id" : "ank", "salary\_average" : 1500 }  { "\_id" : "sag", "salary\_average" : 3500 }  { "\_id" : "neh", "salary\_average" : 5000 } |

2.3) Sql query equivalent to above MongoDB query is >

|  |
| --- |
| **select** firstName, **avg(salary)** salary\_average **from** employee **group by** firstName; |

3) Find **average of salary** of all **employee** in collection in MongoDB >

Step 3.1 - We will **group employee by null (nothing)** and **find average of salary of group** (there will be only 1 group - i.e. whole documents of collection)

Step 3.2- We will use aggregate() method, $group operator, $avg operator and **\_id : null**

|  |
| --- |
| db.employee.aggregate([{$group : {**\_id : null**, salary\_average : {$avg : "$salary"}}}]) |

Output >

|  |
| --- |
| { "\_id" : null, "salary\_average" : 3000 } |

3.3) Sql query equivalent to above MongoDB query is >

|  |
| --- |
| **select** **avg(salary)** salary\_average **from** employee; |

4) How to write **aggregate query** with **where clause** in MongoDB >

Find **average of salary** of all **employee** with **same firstName** **where salary > 2000** in collection in MongoDB >

Step 4.1 - We will find document **where salary > 2000**

Step 4.2 - We will use **$match** operator

Step 4.3 - Then we will **group employee by firstName** and **find average of salary of each group**.

Step 4.4 - We will use aggregate() method, $group operator, $avg operator.

|  |
| --- |
| db.employee.aggregate([   { **$match**: { salary : { $gt: 2000} } },   {$group : {\_id : "$firstName", salary\_average : {$avg : "$salary"}}}]) |

Output >

|  |
| --- |
| { "\_id" : "sag", "salary\_average" : 3500 }  { "\_id" : "neh", "salary\_average" : 5000 } |

4.5) Sql query equivalent to above MongoDB query is >

|  |
| --- |
| **select** firstName, **avg(salary)** salary\_average from employee  **where salary > 2000**  **group** by firstName |

**5) Summary -**

So in this MongoDB tutorial we learned how to use $avg operator in MongoDB. $avg operator returns the average of all numeric values of documents in the collection in MongoDB.

Find **average of salary** of all **employee** with **same firstName** in collection in MongoDB >

|  |
| --- |
| db.employee.aggregate([{$group : {\_id : "$firstName", salary\_average : {$avg : "$salary"}}}]) |

Find **average of salary** of all **employee** in collection in MongoDB >

|  |
| --- |
| db.employee.aggregate([{$group : {**\_id : null**, salary\_average : {$avg : "$salary"}}}]) |

How to write **aggregate query** with **where clause** in MongoDB >

|  |
| --- |
| db.employee.aggregate([   { **$match**: { salary : { $gt: 2000} } },   {$group : {\_id : "$firstName", salary\_average : {$avg : "$salary"}}}]) |

5. **$min operator** - Find minimum value from documents in MongoDB

$min operator in MongoDB >

$min operator returns the minimum value from documents in the collection in MongoDB.

1) First let's create insert documents in collection in MongoDB

1.1) First, Let's create new collection and insert document >

|  |
| --- |
| **db.employee.insert({\_id : 1,  firstName:"ank", salary : 1000 })**  **db.employee.insert({\_id : 2,  firstName:"ank", salary : 2000 })**  **db.employee.insert({\_id : 3,  firstName:"sag", salary : 3000 })**  **db.employee.insert({\_id : 4,  firstName:"sag", salary : 4000 })**  **db.employee.insert({\_id : 5,  firstName:"neh", salary : 5000 })** |

Above will create collection (or table) (if collection already exists it will insert documents in it).

1.2) FIND > Query **all documents** of collection using find() method>

|  |
| --- |
| **db.employee.**find() |

**Output>**

|  |
| --- |
| { "\_id" : 1, "firstName" : "ank", "salary" : 1000 }  { "\_id" : 2, "firstName" : "ank", "salary" : 2000 }  { "\_id" : 3, "firstName" : "sag", "salary" : 3000 }  { "\_id" : 4, "firstName" : "sag", "salary" : 4000 }  { "\_id" : 5, "firstName" : "neh", "salary" : 5000 } |

2) Find **minimum salary** of **employee** with **same firstName** in collection in MongoDB >

Step 2.1 - We will **group employee by firstName** and **find minimum salary of each group**.

Step 2.2- We will use aggregate() method, $min operator and $group operator.

|  |
| --- |
| > db.employee.aggregate([{$group : {\_id : "$firstName", salary\_minimum : {$min : "$salary"}}}]) |

Output >

|  |
| --- |
| { "\_id" : "ank", "salary\_minimum" : 1000 }  { "\_id" : "sag", "salary\_minimum" : 3000 }  { "\_id" : "neh", "salary\_minimum" : 5000 } |

2.3) Sql query equivalent to above MongoDB query is >

|  |
| --- |
| **select** firstName, **min(salary)** salary\_minimum **from** employee **group by** firstName; |

3) Find **minimum salary** of all **employee** in collection in MongoDB >

Step 3.1 - We will **group employee by null (nothing)** and **find minimum salary of group** (there will be only 1 group - i.e. whole documents of collection)

Step 3.2- We will use aggregate() method, $min operator $group operator.

|  |
| --- |
| > db.employee.aggregate([{$group : {**\_id : null**, salary\_minimum : {$min : "$salary"}}}]) |

Output >

|  |
| --- |
| { "\_id" : null, "salary\_minimum" : 1000 } |

3.3) Sql query equivalent to above MongoDB query is >

|  |
| --- |
| **select** **min(salary)** salary\_minimum **from** employee; |

4) How to write **aggregate query** with **where clause** in MongoDB >

Find **minimum salary** of all **employee** with **same firstName** **where salary > 2000** in collection in MongoDB >

Step 4.1 - We will find document **where salary > 2000**

Step 4.2 - We will use **$match** operator

Step 4.3 - Then we will **group employee by firstName** and **find minimum salary of each group**.

Step 4.4 - We will use aggregate() method, $group operator, $min operator and **\_id : null**

|  |
| --- |
| > db.employee.aggregate([   { **$match**: { salary : { $gt: 2000} } },   {$group : {\_id : "$firstName", salary\_minimum: {$min : "$salary"}}}]) |

Output >

|  |
| --- |
| { "\_id" : "sag", "salary\_minimum" : 3000 }  { "\_id" : "neh", "salary\_minimum" : 5000 } |

4.5) Sql query equivalent to above MongoDB query is >

|  |
| --- |
| **select** firstName, **min(salary)** salary\_minimum from employee  **where salary > 2000**  **group** by firstName |

**5) Summary -**

So in this MongoDB tutorial we learned about $min operator in MongoDB. $min operator returns the minimum value from documents in the collection in MongoDB.

Find **minimum salary** of **employee** with **same firstName** in collection in MongoDB >

|  |
| --- |
| > db.employee.aggregate([{$group : {\_id : "$firstName", salary\_minimum : {$min : "$salary"}}}]) |

Find **minimum salary** of all **employee** in collection in MongoDB >

|  |
| --- |
| > db.employee.aggregate([{$group : {**\_id : null**, salary\_minimum : {$min : "$salary"}}}]) |

Find **minimum salary** of all **employee** with **same firstName** **where salary > 2000** in collection in MongoDB >

|  |
| --- |
| > db.employee.aggregate([   { **$match**: { salary : { $gt: 2000} } },   {$group : {\_id : "$firstName", salary\_minimum: {$min : "$salary"}}}]) |

6. **$max operator** in MongoDB - Find **maximum** value from documents

$max operator in MongoDB >

$max operator returns the maximum value from documents in the collection in MongoDB.

1) First let's create insert documents in collection in MongoDB

1.1) First, Let's create new collection and insert document >

|  |
| --- |
| **db.employee.insert({\_id : 1,  firstName:"ank", salary : 1000 })**  **db.employee.insert({\_id : 2,  firstName:"ank", salary : 2000 })**  **db.employee.insert({\_id : 3,  firstName:"sag", salary : 3000 })**  **db.employee.insert({\_id : 4,  firstName:"sag", salary : 4000 })**  **db.employee.insert({\_id : 5,  firstName:"neh", salary : 5000 })** |

Above will create collection (or table) (if collection already exists it will insert documents in it).

1.2) FIND > Query **all documents** of collection using find() method>

|  |
| --- |
| **db.employee.**find() |

**Output>**

|  |
| --- |
| { "\_id" : 1, "firstName" : "ank", "salary" : 1000 }  { "\_id" : 2, "firstName" : "ank", "salary" : 2000 }  { "\_id" : 3, "firstName" : "sag", "salary" : 3000 }  { "\_id" : 4, "firstName" : "sag", "salary" : 4000 }  { "\_id" : 5, "firstName" : "neh", "salary" : 5000 } |

2) Find **maximum salary** of **employee** with **same firstName** in collection in MongoDB >

Step 2.1 - We will **group employee by firstName** and **find maximum salary of each group**.

Step 2.2- We will use aggregate() method, $group operator and $max operator.

|  |
| --- |
| db.employee.aggregate([{$group : {\_id : "$firstName", salary\_maximum : {$max : "$salary"}}}]) |

Output >

|  |
| --- |
| { "\_id" : "ank", "salary\_maximum" : 2000 }  { "\_id" : "sag", "salary\_maximum" : 4000 }  { "\_id" : "neh", "salary\_maximum" : 5000 } |

2.3) Sql query equivalent to above MongoDB query is >

|  |
| --- |
| **select** firstName, **max(salary)** salary\_maximum **from** employee **group by** firstName; |

3) Find **maximum salary** of all **employee** in collection in MongoDB >

Step 3.1 - We will **group employee by null (nothing)** and **find maximum salary of group** (there will be only 1 group - i.e. whole documents of collection)

Step 3.2- We will use aggregate() method, $group operator, $max operator and **\_id : null**

|  |
| --- |
| db.employee.aggregate([{$group : {**\_id : null**, salary\_maximum : {$max : "$salary"}}}]) |

Output >

|  |
| --- |
| { "\_id" : null, "salary\_maximum" : 5000 } |

3.3) Sql query equivalent to above MongoDB query is >

|  |
| --- |
| **select** **max(salary)** salary\_maximum **from** employee; |

4) How to write **aggregate query** with **where clause** in MongoDB >

Find **maximum salary** of all **employee** with **same firstName** **where salary > 2000** in collection in MongoDB >

Step 4.1 - We will find document **where salary > 2000**

Step 4.2 - We will use **$match** operator

Step 4.3 - Then we will **group employee by firstName** and **find maximum salary of each group**.

Step 4.4 - We will use aggregate() method, $group operator.

|  |
| --- |
| db.employee.aggregate([   { **$match**: { salary : { $gt: 2000} } },   {$group : {\_id : "$firstName", salary\_maximum : {$max : "$salary"}}}]) |

Output >

|  |
| --- |
| { "\_id" : "sag", "salary\_maximum" : 4000 }  { "\_id" : "neh", "salary\_maximum" : 5000 } |

4.4) Sql query equivalent to above MongoDB query is >

|  |
| --- |
| **select** firstName, **max(salary)** salary\_maximum from employee  **where salary > 2000**  **group** by firstName |

**5) Summary -**

So in this MongoDB tutorial we learned about $max operator in MongoDB. $max operator returns the maximum value from documents in the collection in MongoDB.

Find **maximum salary** of **employee** with **same firstName** in collection in MongoDB >

|  |
| --- |
| db.employee.aggregate([{$group : {\_id : "$firstName", salary\_maximum : {$max : "$salary"}}}]) |

Find **maximum salary** of all **employee** in collection in MongoDB >

|  |
| --- |
| db.employee.aggregate([{$group : {**\_id : null**, salary\_maximum : {$max : "$salary"}}}]) |

Find **maximum salary** of all **employee** with **same firstName** **where salary > 2000** in collection in MongoDB >

|  |
| --- |
| db.employee.aggregate([   { **$match**: { salary : { $gt: 2000} } },   {$group : {\_id : "$firstName", salary\_maximum : {$max : "$salary"}}}]) |

7. **$first operator** in MongoDB

$first operator in MongoDB >

$first operator **returns the first document** from documents in the collection in MongoDB.

1) First let's create insert documents in collection in MongoDB

1.1) First, Let's create new collection and insert document >

|  |
| --- |
| **db.employee.insert({\_id : 1,  firstName:"ank", salary : 1000 })**  **db.employee.insert({\_id : 2,  firstName:"ank", salary : 2000 })**  **db.employee.insert({\_id : 3,  firstName:"sag", salary : 3000 })**  **db.employee.insert({\_id : 4,  firstName:"sag", salary : 4000 })**  **db.employee.insert({\_id : 5,  firstName:"neh", salary : 5000 })** |

Above will create collection (or table) (if collection already exists it will insert documents in it).

1.2) FIND > Query **all documents** of collection using find() method>

|  |
| --- |
| **db.employee.**find() |

**Output>**

|  |
| --- |
| { "\_id" : 1, "firstName" : "ank", "salary" : 1000 }  { "\_id" : 2, "firstName" : "ank", "salary" : 2000 }  { "\_id" : 3, "firstName" : "sag", "salary" : 3000 }  { "\_id" : 4, "firstName" : "sag", "salary" : 4000 }  { "\_id" : 5, "firstName" : "neh", "salary" : 5000 } |

2) Find **first salary** of **employee** with **same firstName** in collection in MongoDB >

Step 2.1- We will use aggregate() method, $group operator and $first operator.

Step 2.2 - **group employee by firstName** and **find first salary of each group**.

|  |
| --- |
| db.employee.aggregate([{$group : {\_id : "$firstName", salary\_first : {$first : "$salary"}}}]) |

Output >

|  |
| --- |
| { "\_id" : "ank", "salary\_first" : 1000 }  { "\_id" : "sag", "salary\_first" : 3000 }  { "\_id" : "neh", "salary\_first" : 5000 } |

3) Find **first salary** of all **employee** in collection in MongoDB >

Step 3.1 - We will **group employee by null (nothing)** and **find first salary of group** (there will be only 1 group - i.e. whole documents of collection)

Step 3.2- We will use aggregate() method, $group operator, $first operator.

|  |
| --- |
| db.employee.aggregate([{$group : {**\_id : null**, salary\_first : {$first : "$salary"}}}]) |

Output >

|  |
| --- |
| { "\_id" : null, "salary\_first" : 1000 } |

**4) Summary -**

So in this MongoDB tutorial we learned $first operator in MongoDB. $first operator **returns the first document** from documents in the collection in MongoDB.

Find **first salary** of **employee** with **same firstName** in collection in MongoDB >

|  |
| --- |
| db.employee.aggregate([{$group : {\_id : "$firstName", salary\_first : {$first : "$salary"}}}]) |

Find **first salary** of all **employee** in collection in MongoDB >

|  |
| --- |
| db.employee.aggregate([{$group : {**\_id : null**, salary\_first : {$first : "$salary"}}}]) |

8. **$last** operator in MongoDB

$last operator in MongoDB >

$last operator **returns the last document** from documents in the collection in MongoDB.

1) First let's create insert documents in collection in MongoDB

1.1) First, Let's create new collection and insert document >

|  |
| --- |
| **db.employee.insert({\_id : 1,  firstName:"ank", salary : 1000 })**  **db.employee.insert({\_id : 2,  firstName:"ank", salary : 2000 })**  **db.employee.insert({\_id : 3,  firstName:"sag", salary : 3000 })**  **db.employee.insert({\_id : 4,  firstName:"sag", salary : 4000 })**  **db.employee.insert({\_id : 5,  firstName:"neh", salary : 5000 })** |

Above will create collection (or table) (if collection already exists it will insert documents in it).

1.2) FIND > Query **all documents** of collection using find() method>

|  |
| --- |
| **db.employee.**find() |

**Output>**

|  |
| --- |
| { "\_id" : 1, "firstName" : "ank", "salary" : 1000 }  { "\_id" : 2, "firstName" : "ank", "salary" : 2000 }  { "\_id" : 3, "firstName" : "sag", "salary" : 3000 }  { "\_id" : 4, "firstName" : "sag", "salary" : 4000 }  { "\_id" : 5, "firstName" : "neh", "salary" : 5000 } |

2) Find **last salary** of **employee** with **same firstName** in collection in MongoDB >

Step 2.1 - We will **group employee by firstName** and **find last salary of each group**.

Step 2.2 - We will use aggregate() method, $last operator and $group operator.

|  |
| --- |
| > db.employee.aggregate([{$group : {\_id : "$firstName", salary\_last : {$last : "$salary"}}}]) |

Output >

|  |
| --- |
| { "\_id" : "ank", "salary\_last" : 2000 }  { "\_id" : "sag", "salary\_last" : 4000 }  { "\_id" : "neh", "salary\_last" : 5000 } |

3) Find **last salary** of all **employee** in collection in MongoDB >

Step 3.1 - We will **group employee by null (nothing)** and **find maximum salary of group** (there will be only 1 group - i.e. whole documents of collection)

Step 3.2- We will use aggregate() method, $group operator, $last operator

|  |
| --- |
| > db.employee.aggregate([{$group : {**\_id : null**, salary\_last : {$last : "$salary"}}}]) |

Output >

|  |
| --- |
| { "\_id" : null, "salary\_last" : 5000 } |

**4) Summary -**

So in this MongoDB tutorial we learned about $last operator in MongoDB. $last operator **returns the last document** from documents in the collection in MongoDB.

Find **last salary** of **employee** with **same firstName** in collection in MongoDB >

|  |
| --- |
| > db.employee.aggregate([{$group : {\_id : "$firstName", salary\_last : {$last : "$salary"}}}]) |

Find **last salary** of all **employee** in collection in MongoDB >

|  |
| --- |
| > db.employee.aggregate([{$group : {**\_id : null**, salary\_last : {$last : "$salary"}}}]) |

9. **$stdDevPop** operator in MongoDB - Find **standard deviation** from documents

$stdDevPop operator in MongoDB >

$stdDevPop operator returns the **standard deviation** from documents in the collection in MongoDB.

1) First let's create insert documents in collection in MongoDB

1.1) First, Let's create new collection and insert document >

|  |
| --- |
| **db.employee.insert({\_id : 1,  firstName:"ank", salary : 1000 })**  **db.employee.insert({\_id : 2,  firstName:"ank", salary : 2000 })**  **db.employee.insert({\_id : 3,  firstName:"sag", salary : 3000 })**  **db.employee.insert({\_id : 4,  firstName:"sag", salary : 4000 })**  **db.employee.insert({\_id : 5,  firstName:"neh", salary : 5000 })** |

Above will create collection (or table) (if collection already exists it will insert documents in it).

1.2) FIND > Query **all documents** of collection using find() method>

|  |
| --- |
| **db.employee.**find() |

**Output>**

|  |
| --- |
| { "\_id" : 1, "firstName" : "ank", "salary" : 1000 }  { "\_id" : 2, "firstName" : "ank", "salary" : 2000 }  { "\_id" : 3, "firstName" : "sag", "salary" : 3000 }  { "\_id" : 4, "firstName" : "sag", "salary" : 4000 }  { "\_id" : 5, "firstName" : "neh", "salary" : 5000 } |

2) Find **standard deviation** on salary of **employee** with **same firstName** in collection in MongoDB >

Step 2.1 - We will use aggregate() method, $group operator and $stdDevPop operator to

Step 2.2 -  **group employee by firstName** and **find standard deviation of each group**.

|  |
| --- |
| db.employee.aggregate([{$group : {\_id : "$firstName", standardDeviation : {$stdDevPop : "$salary"}}}]) |

**Note** :  $stdDevPop can be used in MongoDB 3.2 or above.

**3) Summary -**

So in this MongoDB tutorial we learned $stdDevPop operator in MongoDB.

$stdDevPop operator returns the **standard deviation** from documents in the collection in MongoDB.

Find standard deviationof **employee** with **same firstName** in collection in MongoDB >

|  |
| --- |
| db.employee.aggregate([{$group : {\_id : "$firstName", standardDeviation : {$stdDevPop : "$salary"}}}]) |

10. **$push operator** in MongoDB

**1) $push** operator in MongoDB

**$push** operator **returns an array of *all* values in the group** from collection in MongoDB.

2) Find **all salary** of all **employee** with **same firstName** in **array** from collection in MongoDB >

Step 1 - We will **group employee by firstName** and **find all salary in each group**.

Step 2- We will use aggregate() method, $group operator and  $push operator

|  |
| --- |
| > db.employee.aggregate([{$group : {\_id : "$firstName", salary\_all : {$push : "$salary"}}}]) |

Output >

|  |
| --- |
| { "\_id" : "ank", "salary\_all" : [ 1000, 2000 ] }  { "\_id" : "sag", "salary\_all" : [ 3000, 4000 ] }  { "\_id" : "neh", "salary\_all" : [ 5000, 5000 ] } |

3) Find **all salary** of all **employee** in **array** from collection in MongoDB >

Step 1 - We will **group employee by null (nothing)** and **find all salary in group** (there will be only 1 group - i.e. whole documents of collection)

Step 2- We will use aggregate() method, $group operator, $push operator and **\_id : null**

|  |
| --- |
| > db.employee.aggregate([{$group : {**\_id : null**, salary\_all : {$push : "$salary"}}}]) |

Output >

|  |
| --- |
| { "\_id" : null, "salary\_all" : [ 1000, 2000, 3000, 4000, 5000, 5000 ] } |

4) How to write **aggregate query** with **where clause** in MongoDB >

Find **all salary** of all **employee** with **same firstName** **where salary > 2000** in **array** from  collection in MongoDB >

Step 1 - We will find document **where salary > 2000**

Step 2 - We will use **$match** operator

Step 3 - Then we will **group employee by firstName** and **find all salary in each group**.

Step 4 - We will use aggregate() method, $group operator, and **\_id : null**

|  |
| --- |
| > db.employee.aggregate([   { **$match**: { salary : { $gt: 2000} } },   {$group : {\_id : "$firstName", salary\_all : {$push : "$salary"}}}]) |

Output >

|  |
| --- |
| { "\_id" : "sag", "salary\_all" : [ 3000, 4000 ] }  { "\_id" : "neh", "salary\_all" : [ 5000, 5000 ] } |

11. **$addToSet** operator in MongoDB

**1) $addToSet** operator in MongoDB.

**$addToSet** operator **returns an array of *all* UNIQUE values in the group** from collection in MongoDB.

2) Find **all salary** of all **employee** with **same firstName** in **array** from collection in MongoDB >

Step 1 - We will **group employee by firstName** and **find all UNIQUE salary in each group**.

Step 2- We will use aggregate() method, $group operator and  $addToSet operator

|  |
| --- |
| > db.employee.aggregate([{$group : {\_id : "$firstName", salary\_all : {$addToSet : "$salary"}}}]) |

Output >

|  |
| --- |
| { "\_id" : "ank", "salary\_all" : [ 1000, 2000 ] }  { "\_id" : "sag", "salary\_all" : [ 3000, 4000 ] }  { "\_id" : "neh", "salary\_all" : [ 5000 ] } |

3) Find **all UNIQUE salary** of all **employee** in **array** from collection in MongoDB >

Step 1 - We will **group employee by null (nothing)** and **find all salary in group** (there will be only 1 group - i.e. whole documents of collection)

Step 2- We will use aggregate() method, $group operator, $addToSet operator and **\_id : null**

|  |
| --- |
| > db.employee.aggregate([{$group : {**\_id : null**, salary\_all : {$addToSet : "$salary"}}}]) |

Output >

|  |
| --- |
| { "\_id" : null, "salary\_all" : [ 1000, 2000, 3000, 4000, 5000 ] } |

4) How to write **aggregate query** with **where clause** in MongoDB >

Find **all UNIQUE salary** of all **employee** with **same firstName** **where salary > 2000** in **array** from  collection in MongoDB >

Step 1 - We will find document **where salary > 2000**

Step 2 - We will use **$match** operator

Step 3 - Then we will **group employee by firstName** and **find all salary in each group**.

Step 4 - We will use aggregate() method, $group operator, and **\_id : null**

|  |
| --- |
| > db.employee.aggregate([   { **$match**: { salary : { $gt: 2000} } },   {$group : {\_id : "$firstName", salary\_all : {$addToSet : "$salary"}}}]) |

Output >

|  |
| --- |
| { "\_id" : "sag", "salary\_all" : [ 3000, 4000 ] }  { "\_id" : "neh", "salary\_all" : [ 5000 ] } |

*1) (1-to-1)* ***One-to-One*** *Relationships with* ***Embedded document >***

**Embed the ADDRESS document in the** STUDENT **document**. (I will recommend you to go for this approach)

It helps in fetching all student and address **document** in **one query.**

1.1) Create collection in MongoDB >

STEP 1.1) create and insert in STUDENT collection >

|  |
| --- |
| db.STUDENT.insert({  "\_id": 1,  "FIRST\_NAME": "Ankit",   "ADDRESS": {"CITY": "Delhi"} })  db.STUDENT.insert({  "\_id": 2,  "FIRST\_NAME": "Sam",   "ADDRESS": {"CITY": "London"} }) |

When to use this approach?

When number of  **transactions** are too high and need to be done atomically >

This can be used when address is fetched too frequently. i.e (Read and write operations are too high).

MongoDB does **not** support transactions on **multiple document**.But, in **MongoDB you can perform atomic operations on a single document.**

So, **while designing your database and collections** you must try and ensure that all the **related data (**as much as possible**) which is needed to be updated atomically must be placed in single document as embedded documents** (in form of nest arrays OR nested documents)

1.2 > Now, let’s read/query/find in above MongoDB collection >

Query 1.2.1 > Query to show all students

|  |
| --- |
| db.STUDENT.find().pretty() |

Output>

|  |
| --- |
| { "\_id" : 1, "FIRST\_NAME" : "Ankit", "ADDRESS" : { "CITY" : "Delhi" } }  { "\_id" : 2, "FIRST\_NAME" : "Sam", "ADDRESS" : { "CITY" : "London" } } |

Query 1.2.2 > Query to find address of student with FIRST\_NAME=”Ankit”

|  |
| --- |
| db.STUDENT.find({"FIRST\_NAME":"Ankit"}).pretty(); |

Output>

|  |
| --- |
| { "\_id" : 1, "FIRST\_NAME" : "Ankit", "ADDRESS" : { "CITY" : "Delhi" } } |

*2) (1-to-1)* ***One-to-One*** *Relationships with* ***Document Reference*** *>*

Create separate STUDENT and ADDRESS collections.

Where documents in STUDENT contain a reference to the ADDRESS document.

2.1) Create collections in MongoDB >

STEP 2.1.1) create and insert in ADDRESS collection >

|  |
| --- |
| db.ADDRESS.insert({  "\_id": 11,  "CITY": "Delhi" })  db.ADDRESS.insert({  "\_id": 12,  "CITY": "London" }) |

STEP 2.1.2) create and insert in STUDENT collection >

|  |
| --- |
| db.STUDENT.insert({  "\_id": 1,  "FIRST\_NAME": "Ankit",   "ADDRESS\_ID": {      "$ref": "ADDRESS",      "$id": 11,       "$db": "mydb"    } })  db.STUDENT.insert({  "\_id": 2,  "FIRST\_NAME": "Sam",   "ADDRESS\_ID":  {      "$ref": "ADDRESS",      "$id": 12,       "$db": "mydb"    } }) |

2.2) Now, let’s see above **one-one** relationship of mongoDB collections in **RDBMS** (relational database) >

2.2.1) **One-One (1-1) Relationship -** Table structure in RDBMS >
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2.2.2) Sql script to **create** above **tables** in RDBMS (in oracle) >

|  |
| --- |
| **create table ADDRESS** (ID number PRIMARY KEY,                     CITY varchar2(22) );  **create table STUDENT** (ID number PRIMARY KEY,                     FIRST\_NAME varchar2(22),                     ADDRESS\_ID number **UNIQUE**,                     FOREIGN KEY (ADDRESS\_ID) REFERENCES ADDRESS (ID)); |

2.2.3) Let’s see tables **after inserting data** in RDBMS >
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Here, 1 student have 1 address, and each student have unique address.

2.3 > Now, let’s read/query/find in above (2.1) MongoDB collections >

Query 2.3.1 > Query to show all students in MongoDB

|  |
| --- |
| db.STUDENT.find().pretty() |

Output>

|  |
| --- |
| { "\_id" : 1, "FIRST\_NAME" : "Ankit", "ADDRESS\_ID" : 11 }  { "\_id" : 2, "FIRST\_NAME" : "Sam", "ADDRESS\_ID" : 12 } |

Query 2.3.2 > Query to show all address in MongoDB

|  |
| --- |
| db.ADDRESS.find().pretty() |

Output>

|  |
| --- |
| { "\_id" : 11, "CITY" : "Delhi" }  { "\_id" : 12, "CITY" : "London" } |

IMPORTANT Query 2.3.3 > Query to Find address of student with **FIRST\_NAME**=”Ankit”

|  |
| --- |
| var student = **db.STUDENT.findOne({"FIRST\_NAME":"Ankit"})** var studentAddress = **student.ADDRESS\_ID** **db[studentAddress.$ref].find({"\_id":(studentAddress.$id)})** |

Output>

|  |
| --- |
| { "\_id" : 11, "CITY" : "Delhi" } |

***3)*** *Now let’s cover above point (i.e. 2nd point) - (Inserting related documents in same collection) -* ***One-to-One*** *Relationships with* ***Document Reference*** *>*

3.1) create and insert in STUDENT collection (Also insert related data i.e. data (documents) of ADDRESS in STUDENT collection ) >

|  |
| --- |
| db.STUDENT.insert({  "\_id": 11,  "CITY": "Delhi" })  db.STUDENT.insert({  "\_id": 12,  "CITY": "London" })  db.STUDENT.insert({  "\_id": 1,  "FIRST\_NAME": "Ankit",   "ADDRESS\_ID": 11 })  db.STUDENT.insert({  "\_id": 2,  "FIRST\_NAME": "Sam",   "ADDRESS\_ID":  12 }) |

**4) Summary -**

So in this mongoDB tutorial we learned **how can we create**

**1-1 (one to one) Relationship in MongoDB** *with* ***Embedded document*** *and* ***Document Reference*.**

*1) (1-to-Many)* ***One-to-Many*** *Relationships with* ***Embedded documents*** *>*

Create STUDENT collections.

Embed the PHONE documents (completely) in the STUDENT document.

It helps in fetching all student and phone data in one query.

1.1) Create collection in MongoDB >

STEP 1.1.1) create and insert in STUDENT collection >

|  |
| --- |
| db.STUDENT.insert({  "\_id": 1,  "FIRST\_NAME": "Ankit",   "PHONE": [    {"PHONE\_NUMBER": 1234},     {"PHONE\_NUMBER": 2345}  ] })  db.STUDENT.insert({  "\_id": 2,  "FIRST\_NAME": "Sam",   "PHONE": [    {"PHONE\_NUMBER": 3456},     {"PHONE\_NUMBER": 4567}  ] }) |

When to use this approach?

When number of  **transactions** are too high and need to be done atomically >

This can be used when phone is fetched too frequently. i.e (Read and write operations are too high).

MongoDB does **not** support transactions on **multiple document**.But, in **MongoDB you can perform atomic operations on a single document.**

So, **while designing your database and collections** you must try and ensure that all the **related data (**as much as possible**) which is needed to be updated atomically must be placed in single document as embedded documents** (in form of nest arrays OR nested documents)

1.2 > Now, let’s read/query/find in above MongoDB collection >

Query 1.2.1 > Query to show all students

|  |
| --- |
| db.STUDENT.find().pretty() |

Output>

|  |
| --- |
| {         "\_id" : 1,         "FIRST\_NAME" : "Ankit",         "PHONE" : [                 {                         "PHONE\_NUMBER" : 1234                 },                 {                         "PHONE\_NUMBER" : 2345                 }         ]  }  {         "\_id" : 2,         "FIRST\_NAME" : "Sam",         "PHONE" : [                 {                         "PHONE\_NUMBER" : 3456                 },                 {                         "PHONE\_NUMBER" : 4567                 }         ]  } |

Query 1.2.2 > Query to find all phones of student with FIRST\_NAME=”Ankit”

|  |
| --- |
| db.STUDENT.find({"FIRST\_NAME":"Ankit"}).pretty() |

Output>

|  |
| --- |
| {         "\_id" : 1,         "FIRST\_NAME" : "Ankit",         "PHONE" : [                 {                         "PHONE\_NUMBER" : 1234                 },                 {                         "PHONE\_NUMBER" : 2345                 }         ]  } |

Also please read related stuff : [How to retrieve only specific element from an array in MongoDB](http://www.javamadesoeasy.com/2017/02/how-to-retrieve-only-specific-element.html)

*2) (1-to-Many)* ***One-to-Many*** *Relationships with* ***Document References*** *>*

This is more **normalized** approach to model one to many relationship.

Most normalized data model, We exactly use this approach in RDBMS (See, below for RDBMS table diagram)

Create separate STUDENT and PHONE collections.

And, documents in phone contain a reference to the student document.

When to use this approach?

This can be used when data is huge.

And when read and write operations are not too high.

2.1) Create collections in MongoDB >

STEP 2.1.1) create and insert in STUDENT collection >

|  |
| --- |
| db.STUDENT.insert({  "\_id": 1,  "FIRST\_NAME": "Ankit"  })  db.STUDENT.insert({  "\_id": 2,  "FIRST\_NAME": "Sam" }) |

STEP 2.1.2) create and insert in PHONE collection >

|  |
| --- |
| db.PHONE.insert({  "\_id": 11,  "PHONE\_NUMBER": 1234,  "STUDENT\_ID":  {      "$ref": "STUDENT",      "$id": 1,       "$db": "mydb"    } })  db.PHONE.insert({  "\_id": 12,  "PHONE\_NUMBER": 2345,  "STUDENT\_ID":  {      "$ref": "STUDENT",      "$id": 1,       "$db": "mydb"    } })  db.PHONE.insert({  "\_id": 13,  "PHONE\_NUMBER": 3456,  "STUDENT\_ID":  {      "$ref": "STUDENT",      "$id": 2,       "$db": "mydb"    } })  db.PHONE.insert({  "\_id": 14,  "PHONE\_NUMBER": 4567,  "STUDENT\_ID":  {      "$ref": "STUDENT",      "$id": 2,       "$db": "mydb"    } }) |

2.2) Now, let’s see above **one-many** relationship of mongoDB collections in **RDBMS** (relational database) >

2.2.1) **One-Many (1-Many) Relationship -** Table structure in RDBMS >
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2.2.2) Sql script to **create** above **tables** in RDBMS (in oracle) >

|  |
| --- |
| create table **STUDENT** (ID number PRIMARY KEY,                     FIRST\_NAME varchar2(22));  create table **PHONE** (ID number PRIMARY KEY,                     STUDENT\_ID number,                     PHONE\_NUMBER number,                     FOREIGN KEY (STUDENT\_ID) REFERENCES STUDENT (ID)); |

2.2.3) Let’s see tables **after inserting data** in RDBMS >

![https://lh3.googleusercontent.com/ryCt01eUPUYWfo_tCWGCpHMKNwX0WxJvdpcM4x_27Zmhy4RnmGgHm079m6sRc6GUU1T6PWhEB5I8TYZVxTo7vCN8ZAuQqPEoSGM6WJ-kTzsJVntA1c8ex85mms36bIMECS4XDjqh](data:image/png;base64,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)

Here, one student have many phone numbers.

2.3 > Now, let’s read/query/find in above (2.1) MongoDB collections >

Query 2.3.1 > Query to show all students

|  |
| --- |
| db.STUDENT.find().pretty() |

Output>

|  |
| --- |
| { "\_id" : 1, "FIRST\_NAME" : "Ankit" }  { "\_id" : 2, "FIRST\_NAME" : "Sam" } |

Query 2.3.2 > Query to show all phones

|  |
| --- |
| db.PHONE.find().pretty() |

Output>

|  |
| --- |
| {         "\_id" : 11,         "PHONE\_NUMBER" : 1234,         "STUDENT\_ID" : DBRef("STUDENT", 1, "mydb")  }  {         "\_id" : 12,         "PHONE\_NUMBER" : 2345,         "STUDENT\_ID" : DBRef("STUDENT", 1, "mydb")  }  {         "\_id" : 13,         "PHONE\_NUMBER" : 3456,         "STUDENT\_ID" : DBRef("STUDENT", 2, "mydb")  }  {         "\_id" : 14,         "PHONE\_NUMBER" : 4567,         "STUDENT\_ID" : DBRef("STUDENT", 2, "mydb")  } |

IMPORTANT Query 2.3.3 > Query to **find phone\_number=1234 belong to which student >**

|  |
| --- |
| var phone = **db.**PHONE**.findOne({"**PHONE\_NUMBER**":1234})** var student = **phone.**STUDENT\_ID **db[student.$ref].find({"\_id":(student.$id)})** |

Output>

|  |
| --- |
| { "\_id" : 1, "FIRST\_NAME" : "Ankit" } |

3) Another way to model One-Many relationship of data - (You may use any of the **approaches** depending on your requirement)

Here we use, one-to-Many Relationships with **Embedded References.**

Here student is referencing phone.

Embed the phone (only phone\_id) in the student data >

3.1) Create collections in MongoDB >

STEP 3.1.1) create and insert in PHONE collection >

|  |
| --- |
| db.PHONE.insert({  "\_id": 11,  "PHONE\_NUMBER": 1234, })  db.PHONE.insert({  "\_id": 12,  "PHONE\_NUMBER": 2345, })  db.PHONE.insert({  "\_id": 13,  "PHONE\_NUMBER": 3456, })  db.PHONE.insert({  "\_id": 14,  "PHONE\_NUMBER": 4567, }) |

STEP 3.1.2) create and insert in STUDENT collection >

|  |
| --- |
| db.STUDENT.insert({  "\_id": 1,  "FIRST\_NAME": "Ankit",   "PHONE\_ID": [    11,     12  ] })  db.STUDENT.insert({  "\_id": 2,  "FIRST\_NAME": "Sam",   "PHONE\_ID": [    13,     14  ] }) |

***4)*** *Now let’s cover above point (i.e. 2nd point) - (Inserting related documents in same collection) -* ***One-to-Many*** *Relationships with* ***Document Reference*** *>*

4.1) create and insert in STUDENT collection (Also insert related data i.e. data (documents) of PHONE in STUDENT collection) >

|  |
| --- |
| db.STUDENT.insert({  "\_id": 1,  "FIRST\_NAME": "Ankit"  })  db.STUDENT.insert({  "\_id": 2,  "FIRST\_NAME": "Sam" })  db.STUDENT.insert({  "\_id": 11,  "PHONE\_NUMBER": 1234,  "STUDENT\_ID":  1 })  db.STUDENT.insert({  "\_id": 12,  "PHONE\_NUMBER": 2345,  "STUDENT\_ID":  1 })  db.STUDENT.insert({  "\_id": 13,  "PHONE\_NUMBER": 3456,  "STUDENT\_ID":  2 })  db.STUDENT.insert({  "\_id": 14,  "PHONE\_NUMBER": 4567,  "STUDENT\_ID":  2 }) |

**5) Summary -**

So in this mongoDB tutorial we learned how to create **1 - many Relationship in MongoDB - Multiple table - one to many.**

*1)* *(Many-to-1)* ***Many-to-One*** *Relationships with* ***Embedded document*** *>*

Embed the CLASS’s documents in the student documents.

It helps in fetching all student and CLASS data in one query.

But, this is **not** a **good approach**, here you can see too much **redundant** data (\_id = 1 and 2 are having same class document, same is the case with \_id = 3 and 4), you can go for it till the data is less, as the data grows you will need to **follow some normalized approach as shown below** (where documents in student contain a reference to the CLASS document).

1.1) Create collection in MongoDB >

STEP 1.1.1) create and insert in STUDENT collection >

|  |
| --- |
| db.STUDENT.insert({  "\_id": 1,  "FIRST\_NAME": "Ankit",   "CLASS": {"CLASS\_NAME": "FirstClass"} })  db.STUDENT.insert({  "\_id": 2,  "FIRST\_NAME": "Sam",   "CLASS": {"CLASS\_NAME": "FirstClass"} })  db.STUDENT.insert({  "\_id": 3,  "FIRST\_NAME": "Neha",   "CLASS": {"CLASS\_NAME": "SecondClass"} })  db.STUDENT.insert({  "\_id": 4,  "FIRST\_NAME": "Amy",   "CLASS": {"CLASS\_NAME": "SecondClass"} }) |

1.2 > Now, let’s read/query/find in above MongoDB collection >

Query 1.2.1 > Query to show all students

|  |
| --- |
| db.STUDENT.find().pretty() |

Output>

|  |
| --- |
| {         "\_id" : 1,         "FIRST\_NAME" : "Ankit",         "CLASS" : {                "CLASS\_NAME" : "FirstClass"        }  }  {         "\_id" : 2,         "FIRST\_NAME" : "Sam",         "CLASS" : {                "CLASS\_NAME" : "FirstClass"        }  }  {         "\_id" : 3,         "FIRST\_NAME" : "Neha",         "CLASS" : {                "CLASS\_NAME" : "SecondClass"        }  }  {         "\_id" : 4,         "FIRST\_NAME" : "Amy",         "CLASS" : {                "CLASS\_NAME" : "SecondClass"        }  } |

Query 1.2.2 > Query to Find student with FIRST\_NAME=”Ankit”

|  |
| --- |
| db.STUDENT.find({"FIRST\_NAME":"Ankit"}).pretty() |

Output>

|  |
| --- |
| {         "\_id" : 1,         "FIRST\_NAME" : "Ankit",         "CLASS" : {                 "CLASS\_NAME" : "FirstClass"         }  } |

*2)* *(Many-to-1)* ***Many-to-One*** *Relationships with* ***Document Reference (BEST APPROACH)****>*

This most **normalized** approach to model many to one relationship.

This is a **good and best approach**, here you can see no redundant data (\_id = 1 and 2 are having reference of same class document, same is the case with \_id = 3 and 4), you can go for when data is huge, it's the most normalized approach to model data in many-to-one relationship.

Create CLASS collection and student collection.

Where documents in student contain a reference to the CLASS document.

2.1) Create collections in MongoDB >

STEP 2.1.1) create and insert in CLASS collection >

|  |
| --- |
| db.CLASS.insert({  "\_id": 11,  "CLASS\_NAME": "FirstClass" })  db.CLASS.insert({  "\_id": 12,  "CLASS\_NAME": "SecondClass" }) |

STEP 2.1.2) create and insert in STUDENT collection >

|  |
| --- |
| db.STUDENT.insert({  "\_id": 1,  "FIRST\_NAME": "Ankit",   "CLASS\_ID":  {      "$ref": "CLASS",      "$id":  11,       "$db": "mydb"    } })  db.STUDENT.insert({  "\_id": 2,  "FIRST\_NAME": "Sam",   "CLASS\_ID":  {      "$ref": "CLASS",      "$id":  11,       "$db": "mydb"    } })  db.STUDENT.insert({  "\_id": 3,  "FIRST\_NAME": "Neha",   "CLASS\_ID":  {      "$ref": "CLASS",      "$id":  12,       "$db": "mydb"    } })  db.STUDENT.insert({  "\_id": 4,  "FIRST\_NAME": "Amy",   "CLASS\_ID":  {      "$ref": "CLASS",      "$id":  12,       "$db": "mydb"    } }) |

2.2) Now, let’s see above **many-one** relationship of mongoDB collections in **RDBMS** (relational database) >

2.2.1) **Many-one (Many-1) Relationship -** Table structure in RDBMS >
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2.2.2) Sql script to **create** above **tables** in RDBMS (in oracle) >

|  |
| --- |
| create table **CLASS** (ID number PRIMARY KEY,                     CLASS\_NAME varchar2(22) );  create table **STUDENT** (ID number PRIMARY KEY,                     FIRST\_NAME varchar2(22),                     CLASS\_ID number,                     FOREIGN KEY (CLASS\_ID) REFERENCES CLASS (ID)); |

2.2.3) Let’s see tables **after inserting data** in RDBMS >
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Here, Many students study in one class.

2.3 > Now, let’s read/query/find in above (2.1) MongoDB collections >

Query 2.3.1 > Query to show all students

|  |
| --- |
| db.STUDENT.find() |

Output>

|  |
| --- |
| { "\_id" : 1, "FIRST\_NAME" : "Ankit", "CLASS\_ID" : DBRef("CLASS", 11, "mydb") }  { "\_id" : 2, "FIRST\_NAME" : "Sam", "CLASS\_ID" : DBRef("CLASS", 11, "mydb") }  { "\_id" : 3, "FIRST\_NAME" : "Neha", "CLASS\_ID" : DBRef("CLASS", 12, "mydb") }  { "\_id" : 4, "FIRST\_NAME" : "Amy", "CLASS\_ID" : DBRef("CLASS", 12, "mydb") } |

Query 2.3.2 > Query to find and show all CLASS

|  |
| --- |
| db.CLASS.find().pretty() |

Output>

|  |
| --- |
| { "\_id" : 11, "CLASS\_NAME" : "FirstClass" }  { "\_id" : 12, "CLASS\_NAME" : "SecondClass" } |

Query 2.3.3 > Query to **find class of student with FIRST\_NAME**=”Ankit”

|  |
| --- |
| var student = **db.STUDENT.findOne({"FIRST\_NAME":"Ankit"})** var studentClass = **student.CLASS\_ID** **db[**studentClass**.$ref].find({"\_id":(**studentClass**.$id)})** |

Output>

|  |
| --- |
| { "\_id" : 11, "CLASS\_NAME" : "FirstClass" } |

***3)*** *Now let’s cover above point (i.e. 2nd point) - (Inserting related documents in same collection) -* ***Many-to-One*** *Relationships with* ***Document Reference*** *>*

3.1) create and insert in STUDENT collection (Also insert related data i.e. data (documents) of CLASS in STUDENT collection) >

|  |
| --- |
| db.STUDENT.insert({  "\_id": 11,  "CLASS\_NAME": "FirstClass" })  db.STUDENT.insert({  "\_id": 12,  "CLASS\_NAME": "SecondClass" })  db.STUDENT.insert({  "\_id": 1,  "FIRST\_NAME": "Ankit",   "CLASS\_ID": 11 })  db.STUDENT.insert({  "\_id": 2,  "FIRST\_NAME": "Sam",   "CLASS\_ID":  11 })  db.STUDENT.insert({  "\_id": 3,  "FIRST\_NAME": "Neha",   "CLASS\_ID":  12 })  db.STUDENT.insert({  "\_id": 4,  "FIRST\_NAME": "Amy",   "CLASS\_ID":  12 }) |

**4) Summary -**

So in this MongoDB tutorial we learned with example how to create, manage and establish Many - 1 relationship in MongoDB.

*A) (Many-to-Many)* ***Many-to-Many*** *Relationships with* ***Document Reference***

This is the most normalized and best form to represent many to many relationship data model.

Create student collection and COURSE collection.

Then create **STUDENT\_COURSE** collection which contains reference to student and COURSE collection.

1) Create collections in MongoDB >

STEP 1.1) create and insert in STUDENT collection >

|  |
| --- |
| db.STUDENT.insert({  "\_id": 1,  "FIRST\_NAME": "Ankit" })  db.STUDENT.insert({  "\_id": 2,  "FIRST\_NAME": "Sam" }) |

STEP 1.2) create and insert in COURSE collection >

|  |
| --- |
| db.COURSE.insert({  "\_id": 11,  "COURSE\_NAME": "Hindi" })  db.COURSE.insert({  "\_id": 12,  "COURSE\_NAME": "English" }) |

STEP 1.3) create and insert in **STUDENT\_COURSE** collection >

|  |
| --- |
| db.STUDENT\_COURSE.insert({  "\_id": 21,  "STUDENT\_ID": 1 ,  "COURSE\_ID": 11 })  db.STUDENT\_COURSE.insert({  "\_id": 22,  "STUDENT\_ID": 1 ,  "COURSE\_ID": 12 })  db.STUDENT\_COURSE.insert({  "\_id": 23,  "STUDENT\_ID": 2 ,  "COURSE\_ID": 11 })  db.STUDENT\_COURSE.insert({  "\_id": 24,  "STUDENT\_ID": 2 ,  "COURSE\_ID": 12, }) |

2) Now, let’s see above **many-many** relationship of mongoDB collections in **RDBMS** (relational database) >

2.1) **Many-Many Relationship -** Table structure in RDBMS >
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2.2) Sql script to **create** above **tables** in RDBMS (in oracle) >

|  |
| --- |
| create table **STUDENT** (ID number PRIMARY KEY,                     FIRST\_NAME varchar2(22));  create table **COURSE** (ID number PRIMARY KEY,                     COURSE\_NAME varchar2(22) );  create table **STUDENT\_COURSE** (ID number PRIMARY KEY,                     STUDENT\_ID number,                     COURSE\_ID number,                     FOREIGN KEY (STUDENT\_ID) REFERENCES STUDENT (ID),                     FOREIGN KEY (COURSE\_ID) REFERENCES COURSE (ID) ); |

2.2.3) Let’s see tables **after inserting data** in RDBMS >
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Here, Many students study many courses.

3 > Now, let’s read/query/find in above (2.1) MongoDB collections >

Query 3.1 > Query to find and show all students

|  |
| --- |
| db.STUDENT.find().pretty() |

Output>

|  |
| --- |
| { "\_id" : 1, "FIRST\_NAME" : "Ankit" }  { "\_id" : 2, "FIRST\_NAME" : "Sam" } |

Query 3.2 > Query to find and show all students

|  |
| --- |
| db.COURSE.find().pretty() |

Output>

|  |
| --- |
| { "\_id" : 11, "COURSE\_NAME" : "Hindi" }  { "\_id" : 12, "COURSE\_NAME" : "English" } |

Query 3.3 > Query to find and show all student\_courses

|  |
| --- |
| db.STUDENT\_COURSE.find().pretty() |

Output>

|  |
| --- |
| { "\_id" : 21, "STUDENT\_ID" : 1, "COURSE\_ID" : 11 }  { "\_id" : 22, "STUDENT\_ID" : 1, "COURSE\_ID" : 12 }  { "\_id" : 23, "STUDENT\_ID" : 2, "COURSE\_ID" : 11 }  { "\_id" : 24, "STUDENT\_ID" : 2, "COURSE\_ID" : 12 } |

***B)*** *Now let’s cover above point - (Inserting related documents in same collection) -* ***Many-to-Many*** *Relationships with* ***Document Reference*** *>*

create and insert in STUDENT collection (Also insert related data i.e. data (documents) of COURSE and STUDENT\_COURSE in STUDENT collection) >

|  |
| --- |
| db.STUDENT.insert({  "\_id": 1,  "FIRST\_NAME": "Ankit" })  db.STUDENT.insert({  "\_id": 2,  "FIRST\_NAME": "Sam" })  db.STUDENT.insert({  "\_id": 11,  "COURSE\_NAME": "Hindi" })  db.STUDENT.insert({  "\_id": 12,  "COURSE\_NAME": "English" })  db.STUDENT.insert({  "\_id": 21,  "STUDENT\_ID": 1 ,  "COURSE\_ID": 11 })  db.STUDENT.insert({  "\_id": 22,  "STUDENT\_ID": 1 ,  "COURSE\_ID": 12 })  db.STUDENT.insert({  "\_id": 23,  "STUDENT\_ID": 2 ,  "COURSE\_ID": 11 })  db.STUDENT.insert({  "\_id": 24,  "STUDENT\_ID": 2 ,  "COURSE\_ID": 12, }) |

**C) *Summary -***

So in this mongoDB tutorial we learned how to create and manage Many-Many relationship in MongoDB**.**